
Cogswell and Segall [3] describe a binary-to-binary translation from the 68k to
C designed to preserve timing as well as functionality. It tracks the number of clock
cycles each basic block would have consumed on the original processor and periodi-
cally compares this with wall-clock time, delaying if the new code is getting ahead of
schedule. They describe only a few details of their techique.

Engblom and Nilsson [5] describe a simulation environment for multiple processors
running in parallel. Their goal is to run the simulation at the same speed as the target
hardware (possible because they assume a much more powerful simulator) and keep all
the pieces synchronized. Like Cogswell and Segall, they inserting cycle-counting code
and each simulated processor periodically relinquishes control if it gets too far ahead.
Their problem is more challenging because they attempt to keep multiple processors
operating in lockstep.

Steven Collins [4] describes the video hardware for the Atari 800, the Sinclair
Spectrum, and the Commodore 64 in loving, technical detail. The Atari 800 and
Commodore 64 were similar in that they had dedicated graphics hardware support for
sprites, characters, bitmaps, scrolling, and collision detection. Notable are the Atari
800’s display lists, which amount to little programs running in the graphics hardware.

Cifuentes PhD thesis [1] describes dcc, a 80286 binary-to-C translator for DOS
binaries. Her goal in the end is high-level C code. She makes the implicit assumption
that the binary was generated by a high-level language compiler.

Cifuentes, Lewis, and Ung [2] describe Walkabout, a regargetable binary transla-
tion framework. This is essentially a just-in-time compiler applied to actual machine
instructions instead of bytecode for a virtual machine. Their system operates as an
interpreter until it find a hot path, then recompiles then. They use the SLED machine
description language that is part of the New Jersey Machine Code toolkit (NJMC).

Ramsey and Fernández [6] describe the New Jersey Machine-Code Toolkit, and
environment capable of synthesizing assemblers and disassemblers from a description
of the machine. It is written in Icon.

In a later paper, Ramsey and Fernández [7] describe the SLED language portion of
the New Jersey Machine Code toolkit. It’s a clean description, but it only describes the
encoding, decoding, and printing of instructions and specifically does not attempt to
describe the semantics of the instructions.
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