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1 Introduction

We plan to parallelize the 8-puzzle game. The 8-puzzle game is a game board
with 8 movable tiles and one empty space. There is one tile for each number
in the set 1, 2, 3, \ldots 8. The aim of this game is to get from any initial board
state to the configuration with all tiles in ascending order from left to right, top
to bottom. An example initial and ending state is as follows.
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\caption{Initial State}
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\caption{Goal State}
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2 Implementation

8-puzzle can be solved using different search algorithms. We will use BFS,
DFS, and A* search algorithms and first write a sequential solver in Python.
Then, we plan to parallelize this in a Haskell program that takes an initial state
represented by a list of values 0-8 with 0 indicating the empty square. It will
return an array of steps representing directions of ”movement” for the empty
square since is the easiest way to track tile movement.
We see opportunity to parallelize the heuristic function that A* search uses as well as using parMap to parallelize the search processes, breaking down the search space and distributing it across multiple threads. If time allows, we can also handle unsolvable boards by first counting the number of inversions in the input state as an odd number of inversions is unsolvable.

3 Evaluation

We will run time trials on different sequential implementations of the 8 Puzzle algorithm (BFS, DFS, A*) with our parallel implementation running on 2-48 threads. We will also evaluate the number of sparks created and converted in order to determine an ideal thread count and minimize excessive spark creation. Ideally we hope to greatly improve the performance of the algorithm as it is a slow sequential algorithm. If we have time we will also evaluate $N$ sized puzzles.
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