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# Chapter 1

# Introduction

Lattakia is a compact functional language built around the word lattice structure. Word lattices are a special case of lattices (partially-ordered sets). In Lattakia, both program code and data are stored in these lattices. Standard programming constructs such as conditionals, loops and functions all lend themselves to this representation. The Lattakia Latte interpreter is used to execute Lattakia programs and determine the result of any given program.

Word lattices are powerful representation models. For example in Natural Language Processing (NLP), they are commonly used in applications where there is ambiguity (uncertainty) in the meaning (or interpretation) of a word such as in automatic speech recognition, machine translation, language and/or dialect identification, language models, paraphrasing (e.g. in information retrieval and question answering) as well as many other applications.

Despite their importance, researchers tend to avoid using word-lattices because of the inherent difficulty in implementing them. Only recently have some NLP tools such as Moses and SRILM started supporting word lattices natively by accepting them as input. However, their application is not limited solely to this domain. *Lattakia is designed to make the processing of such complicated data structures more convenient as well as providing the required functionality for developing general-purpose programs.*

## 1.1 A General Introduction to Word Lattices

A *lattice* (a partially ordered set) is a special type of directed acyclic graphs. A *word lattice* is a special kind of lattices which is defined recursively as consisting of:

1. A word represented by a single arc and corresponds to an expression.
2. Alternative Lattice (“X | Y”) where X and Y are lattices.
3. Sequence Lattice (“X; Y”) where X and Y are lattices.
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Figure 1.1: Word Lattices
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Figure 1.2: A lattice in Lattakia.

Figure 1.2 above gives an example of a lattice in Lattakia. In this example we an initial sequence lattice conditioned on the values x and y. The sequence lattice then feeds into an alternative lattice that contains a predicate conditioned on x and y. If the predicate is true x is then set to the value of y minus x.

## 1.2 Word Lattices in Lisp

A Common Lisp notation for word lattices includes three functions (WRD, OR, and SEQ) corresponding to the three constructing blocks of lattices above respectively. For example, the following notation corresponds to the third lattice in figure 1:

|  |
| --- |
| (SEQ  (OR  (WRD “”)  (SEQ  (OR  (WRD “”) (WRD “”))(WRD “”)  )  )  (OR  (WRD “”) (WRD “”)  )  ) |

Figure 1.3: Word Lattices in Lisp

Note that seqlats can also consist of other seqlats (not always altlats).

## 1.3 Word Lattices in Lattakia

Lattakia uses the same model used by Lisp for representing word lattices but with a different notation that is intended to make operation on lattices easier and more convenient.

A word in Lattakia is represented by a predicate which is a tuple of a condition and an expression. Predicates without a condition field have an implicit true condition while predicates without an expression correspond to an epsilon transition.

For example consider predicates consisting of integer constants and conditions.

1. An altlat is denoted as: “2 | 3 | 5”
2. A seqlat is denoted as: “2; 3; 5”
3. A seqlat lattice that constitutes words, and altlats is represented as

2; 3 | 5; 8; 4; 6 | 1 | 7; *where the “|” operator has a higher precedence over “;”*

*In the next sections we will explain in details the notation used by Lattakia to represent the different kind of word-lattices.*

## 1.4 Operations on Lattices

The section below gives an illustration of how arithmetic operations should function between lattices. Unfortunately, Lattakia does not support all of these functions, but we have included this tutorial for illustrative purposes.

For seqlat arithmetic operations the values in each lattice are simply added. For example:

(a; b; c) + (x; y; z) = (a+x; b+y; c+z)

(a; b; c) + (x; y) = (a+x; b+y; c)

(a; b) + (x; y; z) = (a+x; b+y; z)

For seqlat and altlat arithmetic operations the altlat translates to a seqlate where all of the matching elements evaluate to epsilon. That is to say we promote the altlat to me a seqlat:

(a; b; c) + (x | y | z) = (a; b; c) + ((x | y | z); epsilon; epsilon)

= (a + (x | y | z); b; c)

.. a + (x | y | z) is defined in WRD + OR

For operations between a sequence lattice and an integral type, the integral type is promoted to a seqlat where the first entry is the integral type, and all of the other entries are set to epsilon.

(a; b; c) + x = (a; b; c) + (x; epsilon; epsilon) = (a + x; b; c)

For arithmetic operations between integral types and seqlats we promote the integral type to seqlat where the first type is entry has a value and all of the other entries are epsilon

x + (a; b; c) = (x; epsilon; epsilon) + (a; b; c)  = (x + a; b; c)

For arithmetic operations between integral types and alternative lattices we demote the altlat to an expression and perform the arithmetic. For example:

x + (a | b | c) = x + (a + b + c)  = x + a + b + c

For arithmetic operations between an alternative lattice and a sequence lattice we promote the seqlat to an altlat where the first entry is the seqlat and all other matching entries are epsilon. For example:

(x | y | z) + (a; b; c) = (x | y | z) + ((a; b; c) | epsilon | epsilon)

= (x + (a; b; c) | y | z)

For the arithmetic operations on an altlat and an integral type we promote the type to a seqlat with the first entry equal to the integral type and all other types set to epsilon. For example:

(x | y | z) + a = (x | y | z) + (a | epsilon | epsilon) = (x + a | y | z)

# Chapter 2

## 2.1 Creating Latte and Running “Hello World”

In this section we will create and run a simple program that outputs “Hello World” in Lattakia programming language. To build the Lattakia compiler we first download the source code repository using SVN. The Lattakia source can be downloaded from:

<http://code.google.com/p/lattakia/>

Assuming that the OCaml compiler has been installed the Lattakia latte interpreter can be compiled by running the following commands from the command line:

>cd <svn home>/Lattakia/lat-compiler

>make all

After building the Lattakia latte interpreter we can test that it is functioning by running the test suite using the following command on the command line:

> make test

The Lattakia latte compiler processes .lat files written in the Lattakia language. For our “Hello World” program we will use a text editor to create a file called hello.lat, and put a single line of Lattakia code in the file like so:

\*\*

HelloWorld.lat

Prints “Hello World”

\*\*

print(“Hello World!\n”); .. print

To run our source file through the interpreter we will run the Lattakia Latte interpreter from the command line using the following command which will give us the following output:

> ./latte < HelloWorld.lat

Hello World!  
>

## 2.2 Tutorial 2 (Lattakia Factorial)

The following code demonstrates how to create a recursive function to calculate the factorial of a number in the Lattakia language.

\*\*

Calculate the factorial of a number.

Create a function f, with parameter n, if n < 1 return 1, otherwise return

n\*f(n-1)

\*\*

def f(n) = [n<1] 1 | n\*f(n-1);

a = f(5); .. apply the factorial to five and save the results

print(a); .. print the output

print("\n"); .. print an extra new line.

## 2.3 Tutorial 3 (GCD)

The following example demonstrates how to write a function that takes multiple parameters in the Lattakia language.

\*\*

GCD - calculate the greatest common denominator.

\*\*

def gcd(x; y) = ( [y == 0] x

| [y != 0 ] gcd(y;x % y);

);

a = 35;

b = 49;

print("GCD of 35 and 49 is ");

print(gcd(a; b));

print("\n");

## 2.4 Tutorial 4 (quicksort)

The following example demonstrates how to write a quicksort function that takes in a seqlat of numbers and returns the numbers sorted in descending order.

***NOTE: This example fails due to lack of the indexing operation.***

\*\*

Perform quicksort on a seqlat of integer values.

\*\*

def quicksort(input) =

(

let (less = (); greater = () ); .. create two local variables

[input.length <= 1] return = input | .. if we have a single value return

let pivot = input[0]; .. create a pivot

let input[0] = epsilon;

foreach(x; input; .. for each value in the array

[x < pivot] less = (less; x) .. create a less than lattice

| greater = (greater; x) .. and a greater than lattice

);

.. now recursively sort the new lattices and return a lattice

(quicksort(less); pivot; quicksort(greater));

).return; .. return the input

values = (42;7;18;6;1;-3;15;30);

let sorted = quicksort(values);

# Chapter 3 - Reference Manual

### 3. 1 Lexical conventions

There are four basic kinds of tokens: *identifiers, keywords, constants, and expression operators*.

In general blanks, tabs, newlines, and comments as described below are ignored except as they serve to separate tokens. At least one of these characters is required to separate adjacent identifiers, constants, and certain operator pairs.

### 3.1.1 Comments

The language has both single-line and multi-line comments. Commented lines start with double-periods ‘‘..’’ and end when a newline is encountered while multi-line comments start and end with double-asterisks “\*\*”.

### 3.1.2 Identifiers

An identifier is a sequence of letters, digits and underscores; the first character must be a character. Identifiers are case-sensitive.

### 3.1.3 Keywords

The following identifiers are reserved for use as keywords, and may not be used otherwise:

General keywords:  **let def**

Constant keywords:  **true false nil epsilon**

### def Keyword

defines a new variable and returns the value of the newly defined variable

### let Keyword

Instead of returning the value of the current statement/expression (which is the default behavior), let returns epsilon.

### true Keyword

Similar to other programming languages, true indicates that a particular condition or value of variable is true.

### false Keyword

Similar to other programming languages, true indicates that a particular condition or value of variable is true.

### nil Keyword

‘nil’ is a broken arc that you cannot pass through.

### epsilon Keyword

‘epsilon’ is an empty transition or a transition whose condition is always true.

### 3.1.4 Constants

There are several kinds of constants, as follows:

#### 3.1.4.1 Integer Constants:

An integer consists of a sequence of digits and an optional minus sign preceding the first digit to indicate that the integer is negative.

#### 3.1.4.2 Float Constants:

A floating constant consists of an integer part, a decimal point, a fraction part and an optional minus sign preceding the first digit of the integer part.

#### 3.1.4.3 String Constants:

A string is a sequence of characters surrounded by double quotes ‘‘ " ’’. String constants start and end with double-quotations and cannot contain double or single quotes.

### 3.2 Lattakia Types

Lattakia is a functional language. As with all functional languages, every expression in Lattakia must be possible to evaluate. Depending on which operators and operands appear in the expression, the type of this expression may be a lattice (sequence or alternative), a number (integer or real), a string, or a boolean value. The types of these expressions are implicit (there are no explicit type ‘casts’). At evaluation time, for an expression to be valid, the types of the operands must be compatible with each other and with the operator being used. Likewise, if the type of an expression cannot be inferred, the expression cannot be valid.

In Lattakia, there are ***atomic*** and ***composite*** types.

### 3.2.1 Atomic Types:

Atomic types include integers, real numbers, strings and booleans.

### 3.2.1 Composite Types (Lattices)

Lattices are used to describe structured data and code. From a “code” perspective, a sequence lattice is a sequence of statements while an alternative lattice is a branching statement. From the “data” perspective, a sequence lattice is analogous to an array/list structure in common programming languages while an alternative lattice is analogous to a value of a variable in those languages and this allows variables in Lattakia to hold multiple values at the same time. As such, those variables have special treatment in Lattakia.

#### 3.2.1 Sequence Lattices

A seqlat in Lattakia is a sequence of blocks; each block is a tuple of a node and an altlat (a list of alternative lattices). These nodes can be assigned labels in order to access the corresponding altlats with these labels (similar to a hash table keys or an object’s fields). Each element in a seqlat may be given a ***label*** – a name to access it by. A Label is a name on a node of a seqlat. It is a variable that can be used to access the lattice between the label’s node and the next node in a seqlat. Elements of a seqlat are separated by a semi-colon

lat: (1; 2,;3) .. a seqlat of 3 elements

print(lat); ..prints (1;2;3)

#### 3.2.2 Alternative Lattices

Alternative lattices (altlats) are lists of alternatives. Each altlat is a sequence of one or more predicates. (explained in the next sub-section) Alternative lattices are processed sequentially one order at a time. Unlike sequence lattices though, elements are only processed if their condition is satisfied. Elements of an altlat are separated by a pipe. When evaluating an altlat, if the conditions of multiple predicates are true then the first of them is returned.

x: 1;

lat: [x>10] “GT 1”| [x == 10] “Eq.1” | “LT 1” .. an altlat of 3 elements

print(lat); ..prints LT 1

#### 3.2.3 Predicates

A predicate consists of an optional condition and an expression that will be executed if the condition holds. The condition is also an expression. Predicates without the condition field have an implicit true condition.

The expression is the basic building block of the language. To compose complex expressions, Lattakia includes a large range of operators, mainly for atomic types. Operators for composite types (lattices) aren’t currently supported. For operators dealing with atomic type expressions, operands are simply the results of evaluating the respective expressions. Operands in lattice expressions are not evaluated save where explicitly noted. Lattakia relies on the notion of delayed evaluation, so that actual evaluation of expressions (according to the rules below) does not occur until explicitly required. However, while the expressions themselves are not evaluated, they are checked for valid operand types and any errors reported.

### 3.2.3.1 Arithmetic expressions

Arithmetic operators supported by Lattakia include addition, subtraction, multiplication, division, remainder, negation and positive. These operators require numeric operands. Behavior is not defined in case of an overflow or underflow. Operands must be of integer or real number type. If both operands are integers, the result is of integer type. Otherwise, the result is of real number type. Standard arithmetic operators in Lattakia are right associative. Precedence is determined using standard arithmetic rules. Applying any arithmetic operation to any operand and **nil** will evaluate to **nil** while applying any arithmetic operation to **epsilon** and any operand will evaluate that operand.

**Table 3.1 Lattakia Arithmetic Operators**

|  |  |  |
| --- | --- | --- |
| **Expression** | **Operator** | **Function** |
| Expression+expression | + | Sum of the two operands |
| Expression-Expression | - | Difference between the two operands |
| Expression\*Expression | \* | The product of two operands |
| Expression/Expression | / | The quotient between the two operators. The second operator cannot be zero. ( An runtime error will be thrown if the second operand evaluates to zero) |
| Expression%Expression | % | The result is the remainder of the two operands. The second operand must be positive |
| -Expression | - | The result is the negation of the operand. |

### 3.2.3.2 String Expressions

String operators in Lattakia include concatenating using “+” and matching using “==”. All operands must be string expressions. The result of these operations is of type string. The result is a new string consisting of the first operand concatenated with the second operand. Note that this usage of the '+' operator has nothing semantically to do with addition.

### 3.2.3.3 Boolean and Comparison Expressions

Boolean expressions in Lattakia include equality, non-equality, logical negation, logical or and logical and. Equality and non-equality require two operands of the same type of expression. Logical negation requires one operand of boolean type. Logical or and logical and require two operands of boolean type. The result is of boolean type.

Comparison operators in Lattakia include less than, less than or equal, greater than and greater than or equal. Comparison expressions require their operands to be of the same atomic type. The result is of boolean type.

Both operands of all logical expressions (except for logical negation which has one operand only) must evaluate to the same atomic type.

Comparing a non-nil value to nil will return nil (which is how we know that an error occurred more like null reference exception in Java) while comparing a nil value with nil returns true.

Epsilon is treated as being less than any value so comparing any value with epsilon will return true and comparing epsilon with epsilon returns true.

**Table 3.2 Boolean Expressions**

|  |  |  |
| --- | --- | --- |
| Operator | Example | Description |
| == | A==B | (integer, real, string or Boolean) The result is true if the two expressions evaluate to the same value and false otherwise.  Operands can be integer, real, string or Boolean or expressions evaluating to these types. |
| != | A!=B | The negation of the “==” operator  Operands can be integer, real, string or Boolean or expressions evaluating to these types. |
| <= | A<=B | The result is equal to the result of *(expression < expression) || (expression == expression)*.  Operands can be integer, real, string or expressions evaluating to these types. |
| < | A<B | The result is true if the numeric comparison is true, and false otherwise.  Operands can be integer, real, string or expressions evaluating to these types. |
| >= | A>=B | The result is equal to the result of *!(expression <= expression)*.  Operands can be integer, real, string or expressions evaluating to these types. |
| > | A>B | The result is equal to the result of *!(expression < expression)*.  Operands can be integer, real, string or expressions evaluating to these types. |
| && | A&&B | Logical and - The result is true if both operands are true, and false otherwise.  Operands should both be Booleans or expressions evaluating to Booleans |
| || | A||B | Logical or - the result is true if either operand is true, and false otherwise.  Operands should both be Booleans or expressions evaluating to Booleans |
| ! | !A | Logical negation - the result is true if the operand is false, and false otherwise.  Operand should be Booleans or expressions evaluating to a Boolean. |

### 3.2.3.4 Assignment expressions

Simple assignment for expressions in Lattakia means binding a name to an expression. In particular, no evaluation is carried out. Combined assignment works much the same way. Evaluation is delayed except for constant expressions whose values cannot change (i.e. expressions that don't contain variables). There is an additional operator to force evaluation prior to assignment. The name bound to the expression receives the same name as the expression. Assignment expressions are left associative.

#### Simple assignment: lvalue = expression

The result of this expression is the second operand. In addition, the first operand is bound to the second operand. Subsequent references to the first operand will retrieve the second operand. *lvalue* has several options, the most common of which is a name (ID), although it can also be an accessor for a lattice or several other more complicated expressions.

### 3.2.3.5 Evaluation Expressions

There are two types of evaluation expressions. In both cases, the result is not simply the expression itself; it is the result of recursively evaluating the expression according to the rules of the operands.

#### Evaluation: ? expression

The result is simply the result of evaluating the operand.

def x = 3;

.. x is set 3 because 3 is a constant expression

def y = x;

.. y is bound to x

y = ?x;

.. but y = 3;

### 3.2.3.6 Function Application expressions: *name (lattice)*

We have three overloaded meanings of application that is identified via type checking.

1. If “name” is a constrained variable (function) (this means “lattice” is a list of actuals), replace these actuals in the constraints (parameters) of the function in the code lattice associated with this function and execute the lattice.
2. Else (If “name” is a data lattice and “lattice” is not a rule lattice), (this is analogous to constructors in OOP), create a copy of “name”, and then, for every variable in “lattice”, if “name” has the same variable, assign “lattice” variable value to “name” variable.

Ex. Function call:

sum((1; 2; 3; 4); 1);

.. This applies a function named sum to a lattice consisting of 2 elements. The first element is

.. the lattice (1; 2; 3; 4). The second element is the integer value 1

### 3.2.3.7 Each expressions: *{x}*

The default behavior when applying any operation on an *altlat* is to apply the operation to the first path that has a satisfied condition. **‘{}’** overrides this behavior. Using “{}” we instruct the program to apply the operation of all paths in the *altlat*

..ex. 1.

x = (5 | 3); y = (8 | 2 | 1); condition [x < {y};

.. Result: false since the first value of x (5) is compared to all value in y i.e. 8,2, and 1

.. so the operation yields false.

.. However the result of [x< y] is true because the first value of the altlat x which is 5 .. is less than the first value of the altlat y which is 8.

### 3.2.3.8 Parenthetic expressions: *(a; b; c)*

Parentheses are used to surround elements of a lattice.

ex 1. const = (1;2|3;4);

ex 2. code = ( a++;b=a;)

ex 3. expr = b==4 | ( b!= 4; b%2==0)

..This expression corresponds to “&&” in C++ (i.e. b != 4 && b%2==0)

### 3.2.3.9 Accessor expressions: *‘.’*

The dot operator is used to access labels and properties inside a certain lattice.

student = (name: “alice”; age: 23; major: “CS”; “MATH”);

student. name ..returns alice

student.major ..returns CS;MATH

student.major{0} ..returns CS

student.major.count ..returns the count of alternatives in the major field which is 2

..(Count is a built-in property of alt-lat)

## 3.3. Declarations

The only declarator that we use is the keyword def which is used to

1. Define variables (you have to define a variable before you use)
2. Define functions (whether these functions are labeled or defined using an assignment expression (local function declaration).

def x = 1 .. define a variable

def func1:(a; b; c ) .. labeled function declaration

def func2=(a;b;c) .. local function declaration

There are no scope specifiers and no type specifiers. Each variable/lattice infers its type from the value it gets bound with.

## 3.4 Built-in Library Functions

The standard library for Lattakia currently supports one functions (print).

### Print: print(expression)

The print function is used to display output. It receives a single argument consisting of an expression, which it evaluates and displays to the standard output. Print returns epsilon.

x = true;

y = false;

print(((x || y); (x && y); !x));

.. displays 'true; false; false'

# Chapter 4 Project Plan

## 4.1 Process used for planning, specification, development and testing

Our project planning process involved a number of initial meetings where we a group first established a project concept and then white boarded the language syntax, semantics and functionality. Given the complex nature of the project Wael, the team leader took over the job of creating the parser and the initial AST structure. Wael also specified the Java interface and Kat took over the job of implementation. In the initial stages of the project we all collaborated remotely via instant message and a shared drop box folder. More than halfway through the semester it became obvious that we were all struggling to make sufficient progress on the project. At this point we opted to shift the focus of the language. Concurrently our team meetings shifted from informal post-class meetings to regular daily meetings in at the Center for Computational Learning Systems (CCLS). At CCLS we had access to a white board and projector where we could pair program or team code the more complex of the language. Having everyone in a single location allowed us to seamlessly hand off coding, testing, and writing to complete the project.

## 4.2 Programming style guide

Our group all had fairly similar coding styles to begin with so our coding style coalesced rather naturally. The table below gives some of the more formal coding style standards we used in OCaml.

**Table 4.1: Lattakia Style Guide**

|  |  |  |
| --- | --- | --- |
| **Style Object** | **Description** | **Example** |
| Variable Names | Camel Case | thisIsACamelVariable |
| Function Separators | Full line comment | (\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*) |
| Function Parameters | Append an underscore to avoid naming conflict | SeqLat(seqLat)-> doSomething seqLat  and doSomething \_seqLat |
| Function  Names | Use process to parse an expression.  Include return type in name if it makes it clearer | processLattice  processExprReturnType |
| Comments | Include a brief description at the top of each function. | <none> |
| Indentation | Use default for Java IDE | <none> |
| Types | Variables that represent types are appended by type. | dataTypeType |
| Global Data Types | Place shared data types into AST.ml | <none> |
| Main Interpreter | Main program should be minimal, subdivide each step of the process into another file. | semanticAnalysis.ml, evaluate.ml |
| Lattices | Everything is a lattice, use the a polymorphic type. | latticeType = altlat|seqlat|predicate|expr |
| Errors / Warmings | Use global error type and place into environment structure. Don’t throw in recursive code. |  |
| Bugs | Use the raise failure method to notify on bugs / todo’s | rf("BUG: SemanticAnalysis.processOpReturnType") |

## 4.3 Project timeline

The table below gives a summary of our project timeline as it actually occurred. Note the continuity break at task 9.

**Table 4.2 Lattakia Time Line**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **Task/Week** | **0** | **1** | **2** | **3** | **4** | **5** | **6** | **7** | **8** | **9** | **10** | **11** | **12** | **13** |
| 1. Proposal | X | X |  |  |  |  |  |  |  |  |  |  |  |  |
| 2. Language Specification |  |  | X | X | X |  |  |  |  |  |  |  |  |  |
| 3. Lexer / Parser |  |  | X | X | X |  |  |  |  |  |  |  |  |  |
| 4. LRM |  |  |  | X | X |  |  |  |  |  |  |  |  |  |
| 5. AST Generation |  |  |  |  | X | X |  |  |  |  |  |  |  |  |
| 6. Java Code Interface |  |  |  |  | X | X | X |  |  |  |  |  |  |  |
| 7. Code Generation |  |  |  |  | X | X | X |  |  |  |  |  |  |  |
| 8. Java Code Implementation |  |  |  |  |  |  | X | X | X |  |  |  |  |  |
| 9. New Lattice Structure |  |  |  |  |  |  |  |  |  |  | X | X |  |  |
| 10. Semantic Check |  |  |  |  |  |  |  |  |  |  |  | X | X | X |
| 11. Lattice Evaluation |  |  |  |  |  |  |  |  |  |  |  | X | X | X |
| 12. Standard Library |  |  |  |  |  |  |  |  |  |  |  |  | X | X |
| 13. Testing |  |  |  |  |  |  |  |  |  |  |  |  |  | X |
| 14. Final Reporting |  |  |  |  |  |  |  |  |  |  |  |  |  | X |

## 4.4 Roles and responsibilities of each team member

**Table 4.3: Lattakia Roles and Duties.**

|  |  |  |
| --- | --- | --- |
| **Person** | **Development Duties** | **Project Duties** |
| Heba | Evaluation  Parser  Print Function  Old Semantic Analysis | Language Reference Manual  Final Report |
| Kat | Code Generation(Java)  Unit Test  Some Semantic Analysis  Print Function | Language Reference Manual (old group)  LRM Update  Final Report  Project Slides |
| Wael  (leader) | Parser  Lattice Creation  AST  Semantic Analysis  Code Generation (Java)  Print Function | Language Reference Manual  Final Report |
| Li |  |  |

## 4.5 Software development environment used (tools and languages)

### 4.5.1 Java Development

During the initial phase of development all java development used a stock distribution of the Eclipse Java IDE and java version 1.6. As discussed previously java development was scrapped in favor of developing an interpreter.

### 4.5.2 O’Caml Development

For O’Caml development the team primarily used Eclipse with the OcaIde plug-in for O’Caml development (<http://www.algo-prog.info/ocaide/>). For most of the project Kat opted to use emacs along with a package that allowed for O’Caml syntax highlighting and debugging (<http://www.cs.jhu.edu/~scott/pl/caml/emacs.html>). Kat notes that the auto-completion in eclipse makes life a lot easier when you are still learning O’Caml.

### 4.5.3 Source Control

The group initially used drop-box as the mechanism for source control. Once Kat came on board the decision was made to transition to a traditional source control mechanism such as SVN. Our SVN repository is hosted on Google code and can be found here: <http://code.google.com/p/lattakia/>. The main trunk of the project has four branches, docs – for documents, lat-compiler – the scanner/parser/interpreter, latte-java – the deprecated java back end, test-cases – the testing system.

## 4.6 Project log

Below is our project log pulled from our SVN repository.

* r143 | katherineAScott@gmail.com | 2011-12-22 14:02:02 -0500 (Thu, 22 Dec 2011)
  + fixed test cases
* r142 | katherineAScott@gmail.com | 2011-12-22 13:23:38 -0500 (Thu, 22 Dec 2011)
  + Added code signing
* r141 | katherineAScott@gmail.com | 2011-12-22 11:25:21 -0500 (Thu, 22 Dec 2011)
  + moar
* r140 | wael.salloum@gmail.com | 2011-12-22 11:22:42 -0500 (Thu, 22 Dec 2011)
  + some eval bugs solved. most of evaluation is done, except NameList, DirectAccess, Assign, Define, FuncCall, Tilde. Semantic still have bugs. -3
* r139 | katherineAScott@gmail.com | 2011-12-22 11:22:00 -0500 (Thu, 22 Dec 2011)
  + added source to document
* r138 | katherineAScott@gmail.com | 2011-12-21 21:47:37 -0500 (Wed, 21 Dec 2011)
  + more documents
* r137 | heba.elfardy@gmail.com | 2011-12-21 19:23:18 -0500 (Wed, 21 Dec 2011)
  + changing the LRM according to the final specs
* r136 | heba.elfardy@gmail.com | 2011-12-21 19:14:07 -0500 (Wed, 21 Dec 2011)
  + process-name-list
* r135 | katherineAScott@gmail.com | 2011-12-21 19:08:29 -0500 (Wed, 21 Dec 2011)
  + added pretty print
* r134 | wael.salloum@gmail.com | 2011-12-21 18:03:12 -0500 (Wed, 21 Dec 2011) | 1 line
* r134 | wael.salloum@gmail.com | 2011-12-21 18:03:12 -0500 (Wed, 21 Dec 2011)
  + some eval bugs solved. most of evaluation is done, except NameList, DirectAccess, Assign, Define, FuncCall, Tilde. Semantic still have bugs. -3
* r133 | wael.salloum@gmail.com | 2011-12-21 16:53:36 -0500 (Wed, 21 Dec 2011)
  + some eval bugs solved. most of evaluation is done, except NameList, DirectAccess, Assign, Define, FuncCall, Tilde. Semantic still have bugs. -2
* r132 | katherineAScott@gmail.com | 2011-12-21 14:36:01 -0500 (Wed, 21 Dec 2011)
  + report figures
* r131 | katherineAScott@gmail.com | 2011-12-21 14:33:19 -0500 (Wed, 21 Dec 2011)
  + added block diagrams for ast
* r130 | wael.salloum@gmail.com | 2011-12-21 08:18:56 -0500 (Wed, 21 Dec 2011)
  + some eval bugs solved. most of evaluation is done, except NameList, DirectAccess, Assign, Define, FuncCall, Tilde. Semantic still have bugs.
* r129 | wael.salloum@gmail.com | 2011-12-21 06:49:55 -0500 (Wed, 21 Dec 2011)
  + most of evaluation is done, except NameList, DirectAccess, Assign, Define, FuncCall, Tilde. Semantic still have bugs
* r128 | katherineAScott@gmail.com | 2011-12-20 23:06:21 -0500 (Tue, 20 Dec 2011)
  + added quick sort
* r127 | katherineAScott@gmail.com | 2011-12-20 23:05:54 -0500 (Tue, 20 Dec 2011)
  + uhg calling it a night
* r126 | wael.salloum@gmail.com | 2011-12-20 23:05:14 -0500 (Tue, 20 Dec 2011)
  + semantic analysis version 1 finished
* r125 | katherineAScott@gmail.com | 2011-12-20 19:59:54 -0500 (Tue, 20 Dec 2011)
  + safety commit
* r124 | wael.salloum@gmail.com | 2011-12-20 17:34:50 -0500 (Tue, 20 Dec 2011)
  + symbol table bugs were solved
* r123 | wael.salloum@gmail.com | 2011-12-20 15:32:04 -0500 (Tue, 20 Dec 2011)
  + two symbol Table bugs were solved. there is still more :(
* r122 | wael.salloum@gmail.com | 2011-12-20 14:52:16 -0500 (Tue, 20 Dec 2011)
  + semantic check: Parameter types checked (param type inference from FuncCall) + most ops handled (only Assign and Define left) + NameListExpr is not handled yet.
* r121 | katherineAScott@gmail.com | 2011-12-20 13:42:59 -0500 (Tue, 20 Dec 2011)
  + small changes to the tester
* r120 | wael.salloum@gmail.com | 2011-12-20 02:39:42 -0500 (Tue, 20 Dec 2011)
  + semantic check: Parameter types checked (param type inference from FuncCall) + most ops handled (only Assign and Define left) + NameListExpr is not handled yet
* r119 | heba.elfardy@gmail.com | 2011-12-20 00:38:13 -0500 (Tue, 20 Dec 2011)
  + more evaluate stuff
* r118 | katherineAScott@gmail.com | 2011-12-19 21:58:27 -0500 (Mon, 19 Dec 2011)
  + Need to fill in the functional tests.
* r117 | katherineAScott@gmail.com | 2011-12-19 21:54:11 -0500 (Mon, 19 Dec 2011)
  + Added functional tests
* r116 | wael.salloum@gmail.com | 2011-12-19 21:21:59 -0500 (Mon, 19 Dec 2011)
  + semantic check -- 3
* r115 | katherineAScott@gmail.com | 2011-12-19 21:12:49 -0500 (Mon, 19 Dec 2011)
  + This looks good
* r114 | katherineAScott@gmail.com | 2011-12-19 21:07:15 -0500 (Mon, 19 Dec 2011)
  + cleaning up test names
* r113 | wael.salloum@gmail.com | 2011-12-19 20:40:02 -0500 (Mon, 19 Dec 2011)
  + semantic check -- 3
* r112 | wael.salloum@gmail.com | 2011-12-19 20:37:45 -0500 (Mon, 19 Dec 2011)
  + semantic check -- 4
* r111 | wael.salloum@gmail.com | 2011-12-19 20:35:44 -0500 (Mon, 19 Dec 2011)
  + semantic check -- 3
* r110 | wael.salloum@gmail.com | 2011-12-19 20:20:08 -0500 (Mon, 19 Dec 2011)
  + semantic check -- 2
* r109 | katherineAScott@gmail.com | 2011-12-19 20:06:50 -0500 (Mon, 19 Dec 2011)
  + we really need to work in the same directory
* r108 | katherineAScott@gmail.com | 2011-12-19 19:55:56 -0500 (Mon, 19 Dec 2011)
  + okay this should get us closer to god
* r107 | katherineAScott@gmail.com | 2011-12-19 19:08:22 -0500 (Mon, 19 Dec 2011)
  + this is a start
* r106 | katherineAScott@gmail.com | 2011-12-19 18:18:06 -0500 (Mon, 19 Dec 2011)
  + adding output
* r105 | katherineAScott@gmail.com | 2011-12-19 17:19:45 -0500 (Mon, 19 Dec 2011)
  + got some basic tests going
* r104 | wael.salloum@gmail.com | 2011-12-18 21:49:59 -0500 (Sun, 18 Dec 2011)
  + semantic check -- 2
* r103 | wael.salloum@gmail.com | 2011-12-18 19:09:26 -0500 (Sun, 18 Dec 2011)
  + semantic check – 1
* r102 | katherineAScott@gmail.com | 2011-12-18 17:57:31 -0500 (Sun, 18 Dec 2011)
  + semantics are broken I suck
* r101 | wael.salloum@gmail.com | 2011-12-18 17:21:10 -0500 (Sun, 18 Dec 2011)
  + expressions finished. still working on a bug in SymbolTable. error handling for both parsing and scanning is done. printLattice is done. -- 4
* r100 | katherineAScott@gmail.com | 2011-12-18 16:54:15 -0500 (Sun, 18 Dec 2011)
  + working on semantic analysis
* r99 | wael.salloum@gmail.com | 2011-12-18 14:32:37 -0500 (Sun, 18 Dec 2011)
  + Expressions finished. still working on a bug in SymbolTable. error handling for both parsing and scanning is done. printLattice is done. -- 2
* r98 | wael.salloum@gmail.com | 2011-12-18 11:22:18 -0500 (Sun, 18 Dec 2011)
  + Expressions finished. still working on a bug in SymbolTable. error handling for both parsing and scanning is done. printLattice is done.
* r97 | wael.salloum@gmail.com | 2011-12-18 05:32:46 -0500 (Sun, 18 Dec 2011)
  + updated expression and namelist (but not final) -- 3
* r96 | wael.salloum@gmail.com | 2011-12-18 02:05:00 -0500 (Sun, 18 Dec 2011)
  + updated expression and namelist (but not final) -- 2
* r95 | heba.elfardy@gmail.com | 2011-12-17 19:56:55 -0500 (Sat, 17 Dec 2011)
  + process-altlat
* r94 | heba.elfardy@gmail.com | 2011-12-17 19:46:46 -0500 (Sat, 17 Dec 2011)
  + process-seqlat almost working
* r93 | heba.elfardy@gmail.com | 2011-12-17 19:08:59 -0500 (Sat, 17 Dec 2011)
  + fixing indentation
* r92 | heba.elfardy@gmail.com | 2011-12-17 19:02:58 -0500 (Sat, 17 Dec 2011)
  + evaluation of some expressions
* r91 | katherineAScott@gmail.com | 2011-12-17 17:42:02 -0500 (Sat, 17 Dec 2011)
  + forgot svn is directory specific
* r90 | katherineAScott@gmail.com | 2011-12-17 17:41:26 -0500 (Sat, 17 Dec 2011)
  + changed tester to spit out stderr, working on semantic analysis make test! note change to latte.ml
* r89 | katherineAScott@gmail.com | 2011-12-17 14:56:30 -0500 (Sat, 17 Dec 2011)
  + okay tests done
* r88 | katherineAScott@gmail.com | 2011-12-17 14:56:05 -0500 (Sat, 17 Dec 2011)
  + Okay, testing should now work from makefile
* r87 | katherineAScott@gmail.com | 2011-12-17 14:41:43 -0500 (Sat, 17 Dec 2011)
  + testing almost done
* r86 | katherineAScott@gmail.com | 2011-12-17 14:36:43 -0500 (Sat, 17 Dec 2011)
  + adding diff output files
* r85 | katherineAScott@gmail.com | 2011-12-17 14:26:19 -0500 (Sat, 17 Dec 2011)
  + close to done, just gotta put in the make file
* r84 | katherineAScott@gmail.com | 2011-12-17 14:19:02 -0500 (Sat, 17 Dec 2011)
  + unit tests are close, just gotta capture diff output and do makefile integration
* r83 | katherineAScott@gmail.com | 2011-12-17 13:23:19 -0500 (Sat, 17 Dec 2011)
  + working on unit tests - sed is not right
* r82 | wael.salloum@gmail.com | 2011-12-17 12:38:29 -0500 (Sat, 17 Dec 2011)
  + updated expression and namelist (but not final)
* r81 | wael.salloum@gmail.com | 2011-12-17 12:36:37 -0500 (Sat, 17 Dec 2011)
* r80 | wael.salloum@gmail.com | 2011-12-17 10:48:56 -0500 (Sat, 17 Dec 2011)
* r79 | katherineAScott@gmail.com | 2011-12-16 21:56:07 -0500 (Fri, 16 Dec 2011)
  + print is kinda working
* r78 | katherineAScott@gmail.com | 2011-12-16 21:50:02 -0500 (Fri, 16 Dec 2011)
  + added print lattice back
* r77 | katherineAScott@gmail.com | 2011-12-16 21:32:07 -0500 (Fri, 16 Dec 2011)
  + still working on the print function
* r76 | katherineAScott@gmail.com | 2011-12-16 21:17:35 -0500 (Fri, 16 Dec 2011)
  + working on dump function
* r75 | katherineAScott@gmail.com | 2011-12-16 19:59:06 -0500 (Fri, 16 Dec 2011)
  + lattice has output now
* r74 | heba.elfardy@gmail.com | 2011-12-16 19:45:25 -0500 (Fri, 16 Dec 2011)
  + delete extra files
* r73 | heba.elfardy@gmail.com | 2011-12-16 19:45:13 -0500 (Fri, 16 Dec 2011)
  + delete extra files
* r72 | wael.salloum@gmail.com | 2011-12-16 19:02:53 -0500 (Fri, 16 Dec 2011)
* r71 | katherineAScott@gmail.com | 2011-12-16 18:02:54 -0500 (Fri, 16 Dec 2011)
  + moving lattice tools
* r70 | katherineAScott@gmail.com | 2011-12-16 17:58:34 -0500 (Fri, 16 Dec 2011)
  + notes from meeting and dump functions
* r69 | wael.salloum@gmail.com | 2011-12-16 17:57:57 -0500 (Fri, 16 Dec 2011) | 1 lin
* r68 | heba.elfardy@gmail.com | 2011-12-16 16:48:42 -0500 (Fri, 16 Dec 2011)
  + delete ml file
* r67 | wael.salloum@gmail.com | 2011-12-16 16:33:03 -0500 (Fri, 16 Dec 2011)
* r66 | wael.salloum@gmail.com | 2011-12-16 16:17:12 -0500 (Fri, 16 Dec 2011)
* r65 | katherineAScott@gmail.com | 2011-12-15 13:26:52 -0500 (Thu, 15 Dec 2011)
  + moved stray test files
* r64 | katherineAScott@gmail.com | 2011-12-15 13:25:15 -0500 (Thu, 15 Dec 2011)
  + okay we're done with dropbox
* r63 | katherineAScott@gmail.com | 2011-12-15 13:17:30 -0500 (Thu, 15 Dec 2011)
  + going to help Heba
* r62 | katherineAScott@gmail.com | 2011-12-15 13:15:19 -0500 (Thu, 15 Dec 2011)
  + working on getting this running, still don't have the compiler
* r61 | wael.salloum@gmail.com | 2011-12-15 13:02:06 -0500 (Thu, 15 Dec 2011)
* r60 | wael.salloum@gmail.com | 2011-12-15 12:58:32 -0500 (Thu, 15 Dec 2011)
  + interpreter
* r59 | katherineAScott@gmail.com | 2011-12-15 12:56:40 -0500 (Thu, 15 Dec 2011)
  + getting testing going
* r58 | heba.elfardy@gmail.com | 2011-12-08 14:15:14 -0500 (Thu, 08 Dec 2011)
* r57 | heba.elfardy@gmail.com | 2011-12-08 14:11:46 -0500 (Thu, 08 Dec 2011)
* r56 | heba.elfardy@gmail.com | 2011-12-07 23:17:16 -0500 (Wed, 07 Dec 2011)
* r55 | heba.elfardy@gmail.com | 2011-12-07 14:55:00 -0500 (Wed, 07 Dec 2011)
* r54 | heba.elfardy@gmail.com | 2011-12-07 14:28:52 -0500 (Wed, 07 Dec 2011)
* r53 | heba.elfardy@gmail.com | 2011-12-07 13:19:24 -0500 (Wed, 07 Dec 2011)
* r52 | heba.elfardy@gmail.com | 2011-12-07 13:18:04 -0500 (Wed, 07 Dec 2011)
* r51 | heba.elfardy@gmail.com | 2011-12-07 12:13:45 -0500 (Wed, 07 Dec 2011)
* r50 | heba.elfardy@gmail.com | 2011-12-07 02:25:46 -0500 (Wed, 07 Dec 2011)
* r49 | heba.elfardy@gmail.com | 2011-12-07 01:37:48 -0500 (Wed, 07 Dec 2011)
* r48 | heba.elfardy@gmail.com | 2011-12-07 01:37:22 -0500 (Wed, 07 Dec 2011)
* r47 | heba.elfardy@gmail.com | 2011-12-07 01:28:06 -0500 (Wed, 07 Dec 2011)
* r46 | heba.elfardy@gmail.com | 2011-12-06 17:25:20 -0500 (Tue, 06 Dec 2011)
* r45 | katherineAScott@gmail.com | 2011-12-05 23:07:46 -0500 (Mon, 05 Dec 2011)
  + added operations
* r44 | katherineAScott@gmail.com | 2011-12-05 22:14:09 -0500 (Mon, 05 Dec 2011)
  + moved this over from the drop box
* r43 | heba.elfardy@gmail.com | 2011-12-05 09:54:28 -0500 (Mon, 05 Dec 2011)
* r42 | heba.elfardy@gmail.com | 2011-12-01 19:24:05 -0500 (Thu, 01 Dec 2011)
* r41 | heba.elfardy@gmail.com | 2011-11-24 20:49:34 -0500 (Thu, 24 Nov
* 2011)
* r40 | heba.elfardy@gmail.com | 2011-11-24 20:40:27 -0500 (Thu, 24 Nov 2011)
  + translate
* r39 | heba.elfardy@gmail.com | 2011-11-24 20:38:17 -0500 (Thu, 24 Nov 2011)
* code-generation-version 1.0
* r38 | heba.elfardy@gmail.com | 2011-11-23 21:56:35 -0500 (Wed, 23 Nov 2011)
* code-generation-version 0.0
* r37 | heba.elfardy@gmail.com | 2011-11-20 21:23:38 -0500 (Sun, 20 Nov 2011)
  + Copied the code in mli to ml
* r36 | heba.elfardy@gmail.com | 2011-11-20 21:20:13 -0500 (Sun, 20 Nov 2011)
* r35 | heba.elfardy@gmail.com | 2011-11-14 19:05:26 -0500 (Mon, 14 Nov 2011)
* r34 | heba.elfardy@gmail.com | 2011-11-14 19:05:19 -0500 (Mon, 14 Nov 2011)
* r33 | heba.elfardy@gmail.com | 2011-11-14 19:05:02 -0500 (Mon, 14 Nov 2011)
* r32 | heba.elfardy@gmail.com | 2011-11-14 19:04:28 -0500 (Mon, 14 Nov 2011)
* r31 | heba.elfardy@gmail.com | 2011-11-14 19:04:21 -0500 (Mon, 14 Nov 2011)
* r30 | heba.elfardy@gmail.com | 2011-11-14 19:04:15 -0500 (Mon, 14 Nov 2011)
* r29 | heba.elfardy@gmail.com | 2011-11-14 19:04:06 -0500 (Mon, 14 Nov 2011)
* r28 | heba.elfardy@gmail.com | 2011-11-14 19:02:31 -0500 (Mon, 14 Nov 2011)
  + ocaml
* r27 | heba.elfardy@gmail.com | 2011-11-14 18:41:01 -0500 (Mon, 14 Nov 2011)
* r26 | heba.elfardy@gmail.com | 2011-11-14 18:40:40 -0500 (Mon, 14 Nov 2011)
* r25 | heba.elfardy@gmail.com | 2011-11-14 18:36:11 -0500 (Mon, 14 Nov 2011)
  + java
* r24 | heba.elfardy@gmail.com | 2011-11-14 18:34:47 -0500 (Mon, 14 Nov
* 2011)
  + java
* r23 | heba.elfardy@gmail.com | 2011-11-14 18:34:21 -0500 (Mon, 14 Nov 2011)
  + java
* r22 | heba.elfardy@gmail.com | 2011-11-14 18:33:42 -0500 (Mon, 14 Nov 2011)
* r21 | heba.elfardy@gmail.com | 2011-11-14 18:33:35 -0500 (Mon, 14 Nov 2011)
* r20 | heba.elfardy@gmail.com | 2011-11-14 18:32:29 -0500 (Mon, 14 Nov
* 2011)
  + test-case 2
* r19 | heba.elfardy@gmail.com | 2011-11-14 18:32:15 -0500 (Mon, 14 Nov 2011)
  + test-case 1
* r18 | heba.elfardy@gmail.com | 2011-11-14 18:20:20 -0500 (Mon, 14 Nov 2011)
* r17 | heba.elfardy@gmail.com | 2011-11-14 18:19:48 -0500 (Mon, 14 Nov 2011)
* r16 | heba.elfardy@gmail.com | 2011-11-14 18:19:33 -0500 (Mon, 14 Nov 2011)
* r15 | heba.elfardy@gmail.com | 2011-11-14 18:19:17 -0500 (Mon, 14 Nov 2011)
* r14 | heba.elfardy@gmail.com | 2011-11-14 18:19:11 -0500 (Mon, 14 Nov 2011)
* r13 | heba.elfardy@gmail.com | 2011-11-14 18:18:57 -0500 (Mon, 14 Nov 2011)
* r12 | heba.elfardy@gmail.com | 2011-11-14 18:18:22 -0500 (Mon, 14 Nov 2011)
* r11 | heba.elfardy@gmail.com | 2011-11-14 18:18:14 -0500 (Mon, 14 Nov 2011)
* r10 | heba.elfardy@gmail.com | 2011-11-14 18:18:08 -0500 (Mon, 14 Nov 2011)
* r9 | heba.elfardy@gmail.com | 2011-11-14 18:17:57 -0500 (Mon, 14 Nov 2011)
* r8 | heba.elfardy@gmail.com | 2011-11-14 18:17:52 -0500 (Mon, 14 Nov 2011)
* r7 | heba.elfardy@gmail.com | 2011-11-14 18:17:42 -0500 (Mon, 14 Nov 2011)
* r6 | heba.elfardy@gmail.com | 2011-11-14 18:17:33 -0500 (Mon, 14 Nov 2011)
* r5 | heba.elfardy@gmail.com | 2011-11-14 18:17:20 -0500 (Mon, 14 Nov 2011)
* r4 | heba.elfardy@gmail.com | 2011-11-14 18:17:12 -0500 (Mon, 14 Nov 2011)
* r3 | heba.elfardy@gmail.com | 2011-11-14 18:14:21 -0500 (Mon, 14 Nov 2011)

# Chapter 5: Architectural Design

## 5.1 Major Architecture Discussion
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Figure : Original Lattakia Block Diagram – translation from Lattakia source to java source code.

The template method we concocted to perform a lattice arithmetic operation was almost 200 lines of code, given that Lattakia has three integral types and a dozen operations we would need to write six permutations of each for each of the dozen comparison and arithmetic operations. Implemented naively this would require roughly 14000 lines of code. We discussed a number of solutions to simplify this process, the first being the use of a polymorphic type to encapsulate operations, and then applying it to our template function. While this approach would have sped up the development process significantly, it was vetoed for fear of the run-time polymorphism being too computationally expensive. A second approach was to have the java code generated automatically using either a Python or Perl script. However there were fears that this approach might be error prone and difficult.
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At this point in the development process we decided to radically change of project architecture and to dramatically limit the scope of the Lattakia language. A revised system block diagram is given in figure 5.2. As evident in the figure our most significant change was to transition Lattakia from being a language translator to an interpreter. This step allowed us to collapse AST generation, symbol table generation, and lattice formation down to a single step. This change allowed us to treat our AST as our lattice structure and evaluate it directly. Since Lattakia is a functional language doing this allowed us to use the functional tools built into OCaml versus trying to impose functional constructs onto Java. The complex list iteration that we would have had to perform in Java could be replaced with recursion in OCaml and dramatically reduce the amount of code we would need to write. By switching to an interpreter we also avoided the hassle of having a code generation step that would require we place java code snippets into OCaml and the complex testing and debugging process that would require. We also imposed a number of constraints on Lattakia that differ from the original Language Reference Manual. For example, types are no longer automatically promoted, which makes Lattakia more strongly typed than we would like, but also simplified our development process.

Figure : Revised Lattakia Interpreter Block Diagram

An overview of the revised Lattakia architecture is given in Figure 5.2. The main entry point for the interpreter is the lattte module. The latte module holds the O’Caml modules for the scanner, parser and lexer to translate source files into our abstract syntax tree and symbol table. The scanner is contained in scanner.mll and uses the lattice parser and lattice creation package to generate a single lattice structure that functions as both our AST, an initial symbol table, and a set of warning tables, which we collectively call the environment. If scanning proceeds successfully then the environment is passed to the semantic analysis module. If there are any errors during scanning they are reported via the error table in the environment. After scanning is completed the core lattice is passed to the semantic analysis module that performs a limited set of sematic checks, such as making sure all predicates evaluate to a Boolean type, comparing the return types of expressions, and scope errors. If an error is found, an error message is pushed onto the lattice error table and it is printed at the end of semantic analysis. After semantic analysis the lattice structure is passed to evaluation, which traverses and evaluates the lattice structure and reports the results of evaluation. During evaluation the print statement makes heavy use of the print library to print any user output. This output is used to heavily by the testing system.

As discussed previously the entirety of a Lattakia program is treated as a lattice structure (i.e. a seqlat of atomic expressions and labels). This greatly simplifies the evaluation process of the Lattakia language by allowing us to work recursively with a single lattice structure that holds all of the lattices in any given program as well as the global symbol table. When the lattice structure is traversed scoping is performed by creating local copies of the global symbol table. Our implementation of Lattakia is very simplistic at this point , and the entire code base can be contained in only a couple of files. Table 5.1 summarizes all of the Lattakia O’Caml source files (we have omitted the Java files that were deprecated). Each of these modules is discussed in details in the next section.

## Table 5.1 : Lattakia Modules

|  |  |  |
| --- | --- | --- |
| **Source File** | **Modules Defined** | **Function Description** |
| ast.ml | Lattice (the ast) Symbol Table (env) | AST and Symbol Table definition and helper functions. |
| evaluate.ml | Eval lattice | Evaluates a lattice structure and returns the result. |
| latparser.ml/latparser.mly | Parser | Lattice semantic definition  Expression semantic definition |
| latte.ml | Latte Interpreter | Main entry point for all modules. |
| latticeCreation.ml | Lattice manipulation and creation. | Creates lattices from the latte parser. |
| printLattice.ml | Helper function for debugging and printing output. | Text output. |
| scanner.mll | O’Caml Scanner | Translates raw code files into tokens. |
| semanticAnalysis.ml | semanticAnalysis | Does basic semantic analysis via type checking. |

## 5.2 Components and Interfaces

### 5.2.1 Scanner (Token Generation)

The Lattakia scanner is a vanilla scanner implementation in OCaml. The scanner takes the basic Lattakia input file and converts it to a set of tokens that are passed to the parser.

### 5.2.2 Parser (Lattice, Symbol Table, and AST Generation)

In our interpreter, parsing, AST generation, and AST conversion to a lattice structure are all done in a single pass. Since all code and data in Lattakia is contained in lattices, these lattices are equivalent to the abstract syntax tree, and we are able to bypass the translation step. Specifically, the code in latparser.mly matches Lattakia patterns and generates an equivalent lattice data structure (defined in ast.ml) using the helper functions defined in latticeCreation.ml. During parsing we use a global environment data structure, of type “envType” ; this environment data structure holds a local symbol table, the current lattice, a set of lists for error and warning handling, and assorted book- keeping variables for tracing our path back up the parse tree. When a parse error is encountered we create an errorType data structure, report the results, place the error in the environment, and continue to parse the file. When parsing completes we check the error table in the environment and report any errors. Errors during parsing are specified using a errorCategoryType and errorMessageType, the category of the error will be either a warning, syntactic, or lexical, while the message type will either be a SynParseError, or a LexUndefinedSymbol. These parse errors are handled in the main latte.ml function and are printed to the screen.

### 5.2.3 Lattice/Environment

The Lattakia parser returns an environment data type which contains a list of lattice fields and, the symbol table, and various other data types. After parsing this data type is piped to the semantic analysis, evaluation, and printing modules. Within the environment data type, the lattice field list data structure serves as a representation of the source code (see Figure 5.2). The lattice field list data structure contains the dataStructureTypeType which is a tuple of the dataTypeType (e.g. float, int, string, Boolean, or general) and the structureTypeType (either word, altlat, seqlat, or unknown). The lattice field data structure also contains latticeType which is a polymorphic data type that holds either a seqlat, an altlat, an expression, or a predicate. The seqlat lattice type holds a list of lattice fields for each element, while the altlat lattice holds a list of lattice fields for each alternative. The expression lattice type holds the expression type (e.g. constant, an operation, a lookup, lattice operation), and the return type of the expression (constant, lattice, or unknown). Predicate lattice types hold two expression types, one for the conditional, and one for the resulting condition if action evaluates to true. The latEval member of a lattice field holds a list of other lattice fields which may be part of the current lattice. Finally the lattice field has a set of list for parameters and types if the lattice represents a function. .

The symbol table data structure contains a string map between symbol names and a symbolType data structure (see Figure 5.3). The symbolType data structure holds a description of the dataType ( lattice type, and integral type), the symbol value, a value indicating the scope of the symbol, and the symbol name. This symbol table is then used in the environment data type. The environment data structure holds a symbol table, a stack identification number generator, a table of warnings and errors, a pointer to the symbol table entry of the current lattice, and a number for the current code line and column.

Figure .2 The Lattice Field Data Structure take from ast.ml

![](data:image/jpeg;base64,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)

![](data:image/png;base64,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)

Figure .3: The envType data structure – this data structure holds the lattice, the symbol table, and the warning and error tables.

### 5.2.4 Semantic Analysis

All of the Lattakia semantic analysis is performed in the semanticAnalysis.ml file, using the root lattice data structure and the environment data type. The majority of the semantic checks performed by Lattakia fall into the category of type match checking. Semantic type checking is performed by descending the lattice structure until only constant types are encountered and then comparing the returned types used in every expression. For example, in arithmetic operations all of the variables and constants must have the same type, and this value must match the value on the left hand side of an assignment. Any deviation from rule will result in semantic error that will be placed in the environment’s error table. We perform other, additional, semantic checks on the lattice during the recursion for basic type checking. For example, the Lattakia interpreter checks that all predicates evaluate to a Boolean type, and that all variables are defined only once in the scope of the symbol table. Lattakia also checks the semantics of function calls to validate that functions are defined and that the number of parameters passed to a function are correct.

### 5.2.5 Evaluation

After semantic analysis Lattakia proceeds to evaluate the lattice structure by descending the lattice structure and processing each lattice until the end of the tree is reached. Lattakia evaluates each lattice expression and returns the results of the operation as values in the symbol table. Print statements are handled by the Lattakia print utility. During evaluation if any type mismatch occurs between the components in an expression Lattakia throws a run-time type mismatch exception.

### 5.2.6 Latte (interpreter)

The latte interpreter integrates all of the other Lattakia modules together into a single executable interpreter. Once compiled the Latte, or the Lattakia interpreter takes in a single Lattakia file, attempts to parse it, and if this succeeds executes the program.

## 5.3 Work Breakdown

## 5.3.1 Kat’s Work

For my old group I did a lot of the initial language design and I wrote the vast majority of the LRM. With this group I started off by doing the Java implementation of the lattice library, and I brought the problems with lattice arithmetic to Wael’s attention. When the team decided to pivot from making an interpreter to a translator I wrote the first draft of the semantic analysis and the print function. I also wrote the testing scripts and all of the test case and the majority of the final report and final presentation.

## 5.3.2 Heba’s Work

At the beginning of the project, I worked on testing the parser by tracing the output of each rule.(To make sure it's working and to give me a better understanding of the language). Then I worked on building the AST, code-generation and type checking in ocaml.(Basically calling the functions that Kat was working on in Java) However we then decided that we will not continue in this direction and will implement an ocaml interpreter instead so I worked on implementing this interpreter given the new lattice data-structure.  I also worked on writing the Language Reference Manual and the final report.

## 5.3.3 Wael’s Work

I worked on defining the language, writing and solving the grammar, writing backend Java code for the compiler, writing the new Lattice data structure for the interpreter, creating the lattice in the parser, writing code for semantic analysis and evaluation.

## 5.3.4 Li’s Work

I wrote an annotated grammar, in the format that is similar to the grammar of the C-language-manual. And I tested part of the java-code of our language, to find if the java code correctly captures the format of the basic element of our language-the lattice. And in the last half of our period, I took an independent task of writing a test editor which can highlight the tokens of our grammar, but haven’t got a working version on it yet.

# Chapter 6: Test Plan

## 6.1 Testing Overview

&> cd ./lattakia/test-cases/

&> make tests

For this project we put together a very primitive black-box unit testing suite similar to the one discussed in class. Each test looked solely at the interpreter output and attempted to pick apart a single application of the language. The testing suite consists of a body of source code file each with a “ground truth” text output file (e.g. foo.lat has a matching foo.txt file), and a testing shell script. The testing suite was integrated with our project Makefiles so that testing could be performed after each build. The testing shell script works by consuming all of the lattika source files in a directory one at a time and applying the files to the latte interpreter. If the interpreter fails to parse the file this result is sent to a log file and printed to the screen. If the interpreter does parse the file, the output is placed in a file with the “.out” extension. This “.out” file is then diffed with the ground truth text file. If there is no difference between the two files the test passes and this is noted on the screen and log file. If the test fails this is also noted on the screen and in the log file; in this case the diff file and out files are also kept for debugging purposes. Our test cases fall into three main categories: functional tests written directly from the LRM, ad-hoc tests written to specifically examine bugs, and integration or system testing intended to look at the function of the system as a whole. The testing suite can be run from the command line by following examples:

## 6.2 Testing Examples

let z = 1;

def foo(x,y) = 1;

def bar(x,y) = x\*y;

def fnord(x,y) = x\*y\*z;

let a = foo(1,2);

let b = bar(1,2);

let c = fnord(2,3);

print(a);

print(b);

print(c);

The code below gives and example of unit test 16 (TEST16Functions.lat) which tests the application of simple functions. This code segmented is provided to give and example of a representative unit test. The output of this code is diffed against the TEST16Functions.txt file which contains the following values.

1

2

6

Once the test is applied the following information is printed to the log file.

--------------------------------

Starting test

Base File Name: ./TEST16Functions

Truth File: ./TEST16Functions.txt

Output File: ./TEST16Functions.out

Diff File: ./TEST16Functions.diff

--->FAILED: latte terminated - DUMPING

## 6.3 Test Case Burn Down

The following section contains three tables that summarizes each of the tests found in our testing suite. Table 6.1 provides our unit tests used to validate our language reference manual. Table 6.2 gives a list of the ad-hoc unit tests we used to debug our code in process. Table 6.3 gives complex functional tests and example programs we created to demonstrate our language

**Table 6.1 Lattakia Functional Tests**

|  |  |  |  |
| --- | --- | --- | --- |
| **Test Name** | **Description** | **Pass** | **Author** |
| TEST01BasicLat | Creation of basic alt and seq lats | Yes | KAS |
| TEST02Expressions | Complex mathematical expressions on ints and floats | NO | KAS |
| TEST03Concatenation | Concatenating lattices | NO | KAS |
| TEST04DepPred | Lattices with dependent predicates | NO | KAS |
| TEST05ForEach | For each looping constructs | NO | KAS |
| TEST06Floats | Floating point number lattice representations | NO | KAS |
| TEST07IndepPred | Parsing lattice predicates | NO | KAS |
| TEST08Indexing | Indexing into lattices | NO | KAS |
| TEST09Ints | Basic ints and int lattices | NO | KAS |
| TEST10BadID | Test basic identifiers | Yes | KAS |
| TEST11BadString | Catch malformed strings | Yes | KAS |
| TEST12Looping | More looping constructs | NO | KAS |
| TEST13Print | Test the print() method | Yes | KAS |
| TEST14Comment | Test parsing multi-line comments. | Yes | KAS |
| TEST15strings | Test parsing strings. | Yes | KAS |
| TEST16Functions | Test basic single parameter functions. | NO | KAS |
| TEST17Functions | Test multiple parameter functions | NO | KAS |
| TEST18Identifiers | Test parsing of valid identifiers. | Yes | KAS |
| TEST19Variables | Test parsing of int/float/string variables. | Yes | KAS |
| TEST20DepVars | Test basic variable expressions (e.g. x=y\*3) | NO | KAS |
| TEST21LatAdd | Basic Lattice arithmetic operations. | NO | KAS |
| TEST22Labels | Lattice Labels | NO | KAS |
| TEST23ParseError | Parse Error | YES | KAS |
| TEST24MultipleDef | Multiply defined variables | YES | KAS |
| TEST25PredicateTest | Basic predicates tests | YES | KAS |
| TEST26TypeMismatch | Comparison between two types | YES | KAS |
| TEST27Undef | Variable not defined | YES | KaS |
| TEST28Functions | Really really basic functions | YES | KAS |
| TEST29Identifiers | Basic Identifiers | YES | KAS |
| TEST30NestedLats | Test nested lattices | YES | KAS |
| TEST31Predicates | Test predicates | YES | KAS |
| TEST32WordOps | Test operations on strings | YES | KAS |

**Table 6.2 Lattakia Functional Tests**

|  |  |  |  |
| --- | --- | --- | --- |
| **Test Name** | **Description** | **Pass** | **Author** |
| FTEST01-Heba | ???? | YES | Heba |
| FTEST02-GCD | Greatest common denominator of two digits | YES | Wael |
| FTEST03-FIB | Calculate the nth digit of the Fibonnaci sequence | YES | Wael |
| FTEST04-POS | Parts of speech tagger. | YES | Wael |
| FTEST05-Factorial | Calculate the factorial of n | YES | Kat |
| FTEST06-quicksort | Quicksort example | YES | Wael |

# Chapter 7: Lessons Learned

## 7.1 General Lessons Learned

The group consensus is that fundamentally our language was much too difficult for the scope of a semester project. It was difficult enough working in O’Caml to build a compiler and the complexities of the lattice structure further slowed our progress. Additionally, we tried to work independently on the project for too long and we would have made much more progress on the project working together to team from the outset.

## 7.2 Kat Lessons Learned

I think the general lessons I learned for this project were in team management. This project would have been manageable if the language was straight forward, but with such a complex language it was important to have everyone in a room working together. My initial gut reaction upon joining group was the project was not being managed correctly. For example, there was no source control, and it was extremely difficult to get everyone in a room to work together. I should have been more assertive about getting the project moving forward. Furthermore, not everyone was always clear about the language constructs. This made it difficult for me to move forward with doing semantic analysis or code generation. Aside from language difficulties, I could have been more assertive about getting a subset of the language working first and then expanding upon it. Our development process was such that semantic analysis and code generation were done concurrently and I would have liked to see evaluation completed before moving on to semantic analysis. I devoted a significant amount of time to generating a testing framework that never really got used because we didn’t have an easy way to remove the copious debugging information printed by the translator. I think if I could have gotten Wael to use the test cases we could have made more progress.

## 7.3 Heba Lessons Learned

It's always better to start with a simple kernel that captures the basic idea, get it working then work on adding more pieces to it because overwhleming yourself with many details will at some point make you lose the big picture. Define your language in such a way that you spend more time learning concepts needed to build a compiler rather than spend much time learning your own language. Make sure all team-members have the same target

## 7.4 Wael Lessons Learned

I should’ve learned more about functional language theory before defining the language and should’ve looked at different interesting functional languages. Now, I find functional languages more interesting especially OCaml and it’s type inference (because I faced some similar problems). I learned that I should always think a lot of what I’m doing before implementing and do always what make more sense not the easy way out, for example, defining a powerful lattice data structure in OCaml make my life easier when I advance to the next steps. I used SVN for the first time, and I gained knowledge and experience in many theoretical and technical issues.

## 7.5 Li Lessons Learned

The compiler that we build let me learn that write a language is not easy. And actually what we built likes a subversion of Ocaml, which is quite complicated. Before I haven’t done like thousands of programs like my teammates, I only did some in hardware, or in C or Java because I am an EE student. We have several meetings before I get the independent work, and we argue on it and discuss on it and made improvements. And an editor with the functionality to highlight the grammar looks simple but isn’t actually that simple because of the new language has a new interface that is not easy to implement.

# Appendix A: Source Code

## Ast.ml source code

*(\*\**

*\*\* Lattakia Compiler*

*\*\* Columbia University COMS-4115*

*\*\* Programming Languages and Translators*

*\*\* Authors:*

*\*\* Wael Salloum*

*\*\*)*

**module** **StringMap** = **Map**.**Make**(**String**);;

**type** operatorType =

**Plus** | **Minus** | **Times** | **Divide** | **Percent** | **Or** | **And** | **Equal** | **NotEqual** | **Less** | **LessOrEqual** | **Greater** | **GreaterOrEqual** | **Tilde**

| **UniMinus** | **Not** | **Eval** | **DontOpt** | **Let** | **DirectAccess** | **Assign** | **FuncCall** | **Define**

**type** latticeNatureType = **DataLat** *(\* No label or conditions \*)* | **Hashtable** *(\*at least on hash label \*)*

| **Object** *(\*at least on ID label \*)* | **Funcion** *(\*at least on condition \*)*

**type** structureTypeType = **Seq** | **Alt** | **Wrd** | **UndeterminedStruct**

**type** dataTypeType = **Int** | **Float** | **Boolean** | **String** | **General** *(\*for epsilon and nil\*)*

| **UnresolvedType** | **Diverse** | **MismatchType**

**and** dataStructTypeType = dataTypeType \* structureTypeType

**type** predefinedLabelType = **LENGTH** | **COUNT** | **LABELS** | **CLONE** | **REVERSE** | **RETURN** | **LOOP** | **GET\_LOST** | **INDEX** | **SUBJECT**

*(\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*)*

**type** latticeFields = {

**mutable** latDataStructType: dataStructTypeType;

**mutable** latNature: latticeNatureType; *(\*Not used yet\*)*

**mutable** latEval: exprValueType list option;

**mutable** lattice: latticeType; *(\* Seqlat | Altlat | Predicate | Expr \*)*

**mutable** paramNameList: string list option; *(\*used when created in parser\*)*

**mutable** paramTypeList: dataStructTypeType list option; *(\*used when processed in semantic analysis\*)*

**mutable** hasChanged: bool; *(\*Not used yet\*)* *(\*true if at least one dependee has changed\*)*

**mutable** optimize: bool;

}

**and** latticeType = **Seqlat** **of** seqlatFields

| **Altlat** **of** altlatFields

| **Predicate** **of** predicateFields

| **Expr** **of** exprFields

**and** predicateFields = {

**mutable** expr: exprFields;

**mutable** condition: exprFields;

}

**and** altlatFields = {

**mutable** alternatives: latticeFields list;

**mutable** each: bool;

}

**and** seqlatFields = {

**mutable** elements: latticeFields list;

**mutable** symbols: symbolTableType;

}

**and** symbolTableType = {

**mutable** parent : symbolTableType option;

**mutable** hash : symbolType **StringMap**.t;

}

**and** symbolType = {

**mutable** symName: string;

**mutable** symDataStructType: dataStructTypeType;

**mutable** symValue: symbolValueType;

**mutable** symbolScope: symbolScopeType;

**mutable** parameterNameList: string list option; *(\*used when created in parser\*)*

**mutable** parameterTypeList: dataStructTypeType list option; *(\*used when processed in semantic analysis\*)*

**mutable** dependers: exprFields ref list; *(\*Not used yet\*)*

**mutable** dependees: exprFields ref list; *(\*Not used yet\*)*

}

**and** symbolValueType = **LabelIndex** **of** int | **LocalValueLattice** **of** latticeFields ref

**and** symbolScopeType = **Label** | **Local** | **UnresolvedSymbol**

*(\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*)*

**and** exprFields = {

**mutable** exprDataStructType: dataStructTypeType;

**mutable** exprCode: exprCodeType; *(\*ConstExpr | LatticeExpr | OpExpr | NameListExpr \*)*

**mutable** exprEval: exprValueType; *(\*ConstValue | LatticeValue | NotEvaluated \*)*

**mutable** exprChanged: bool; *(\*Not used yet\*)* *(\*true if at least one dependee has changed\*)*

**mutable** expDependers: exprFields list; *(\*Not used yet\*)*

**mutable** expDependees: exprFields list; *(\*Not used yet\*)*

}

**and** exprCodeType = **ConstExpr** **of** constantType | **OpExpr** **of** operationType | **NameListExpr** **of** nameListType | **LatticeExpr** **of** latticeFields

**and** exprValueType = **ConstValue** **of** constantType | **LatticeValue** **of** latticeFields | **NotEvaluated**

**and** constantType = **StringLiteral** **of** string | **IntLiteral** **of** int | **FloatLiteral** **of** float | **Epsilon** | **Nil** | **True** | **False**

**and** operationType = {

**mutable** operator: operatorType;

**mutable** operand1: exprFields;

**mutable** operand2: exprFields option;

}

*(\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*)*

**and** nameListType = {

**mutable** nameList: nameType list;

}

**and** nameType = **This** | **PredefinedLabel** **of** predefinedLabelType

| **IndexingOp** **of** structureTypeType \* latticeType *(\*uses: Seq (for []), Alt (for {}), and UndeterminedStruct (for @)\*)*

| **HashOp** **of** exprFields | **Id** **of** string

| **Each** **of** latticeType

*(\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*)*

*(\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*)*

*(\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*)*

**and** errorCategoryType = **Worning** | **Semantic** | **Syntactic** | **Lexical** | **Runtime**

**and** errorMessageType =

**SemParamListTypeSignMismatch**

| **SemUndefinedIdentifier** **of** string

| **SemIdentifierMultipleDefinition**

| **SemTypeMismatch**

| **SemPredicateTypeNotBoolean**

| **LexUndefinedSymbol** **of** string

| **SynParseError**

**and** errorType = {

**mutable** errMessage: errorMessageType;

**mutable** errPlace: exprCodeType option;

**mutable** lineNum: int;

**mutable** offset: int;

}

**and** envType = {

**mutable** labelIdGenerator: int;

**mutable** parentStackLabelIdGenerator: int list;

**mutable** errorTable: errorType list;

**mutable** worningTable: errorType list;

**mutable** namesOfCurrLat: symbolTableType; *(\*The SymbolTable of the current lattice \*)*

**mutable** poppedSymbolTable: symbolTableType;

**mutable** lineNumber: int; *(\*cursor position in source code\*)*

**mutable** charOffset: int; *(\*cursor position in source code\*)*

}

**let** env = {

labelIdGenerator = -1;

parentStackLabelIdGenerator = [];

errorTable = [];

worningTable = [];

namesOfCurrLat = {parent = **None**; hash = **StringMap**.empty};

poppedSymbolTable = {parent = **None**; hash = **StringMap**.empty};

lineNumber = 0;

charOffset = 0;

*(\*pos = {pos\_fname=""; pos\_lnum=0; pos\_bol=0; pos\_cnum=0}\*)*

};;

**let** **rec** symbolTableSearchFor (scope : symbolTableType) name =

**try**

**StringMap**.find name scope.hash

**with** **Not\_found** ->

**match** scope.parent **with**

**Some**(parent) -> symbolTableSearchFor parent name

| \_ -> raise **Not\_found**

**let** **rec** symbolTableSearchForLabel (scope : symbolTableType) name =

**let** sym = **StringMap**.find name scope.hash **in**

**match** sym.symbolScope **with**

| **Label** -> sym

| \_ -> raise **Not\_found**

*(\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*)*

*(\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*)*

*(\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*)*

**type** lattice = (latticeFields list) \* envType

## Clone.ml Source Code

*(\*\**

*\*\* Lattakia Compiler*

*\*\* Columbia University COMS-4115*

*\*\* Programming Languages and Translators*

*\*\* Authors:*

*\*\* Wael Salloum*

*\*\*)*

*(\* Clone Lattice \*)*

**open** **Ast**

**open** **LatticeCreation**

**open** **PrintLattice**

*(\*------------------------------------------------------------------------------------------------\*)*

*(\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*)*

*(\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*)*

*(\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*)*

**type** cloneEnv = {

**mutable** currentLat: latticeFields;

**mutable** parentStack: latticeFields list;

}

**let** clnEnv = {currentLat = **LatticeCreation**.createEmptyLattice []; parentStack = []}

**let** **rec** cloneLattice \_lattice \_doCloneCode = *(\*return an error string -if it is empty we are good\*)*

processLattice \_lattice \_doCloneCode

**and** processLattice (\_lattice: latticeFields) \_doCloneCode = *(\*input a latticeFields, which is our AST\*)*

{

latDataStructType = \_lattice.latDataStructType;

latNature = \_lattice.latNature;

latEval = \_lattice.latEval;

paramNameList = \_lattice.paramNameList;

paramTypeList = \_lattice.paramTypeList;

hasChanged = \_lattice.hasChanged;

optimize = \_lattice.optimize;

lattice = **if** \_doCloneCode = false **then** \_lattice.lattice

**else** (**match** \_lattice.lattice **with**

| **Seqlat**(seqlat) -> (

clnEnv.parentStack <- clnEnv.currentLat :: clnEnv.parentStack *(\*PUSH\*)*;

clnEnv.currentLat <- \_lattice;

**let** seqlatClone = **Seqlat**(processSeqlat seqlat \_doCloneCode) **in**

clnEnv.currentLat <- **List**.hd clnEnv.parentStack *(\*POP\*)*;

clnEnv.parentStack <- **List**.tl clnEnv.parentStack *(\*Remove\*)*;

seqlatClone

)

| **Altlat**(altlat) -> **Altlat**(processAltlat altlat \_doCloneCode)

| **Predicate**(pred) -> **Predicate**(processPredicate pred \_doCloneCode)

| **Expr**(expr) -> **Expr**(processExpr expr \_doCloneCode)

)

}

*(\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*)*

**and** processSeqlat \_seqlat \_doCloneCode = *(\*do the seq lat \*)*

*(\*List.map (processLattice) \_seqlat.elements\*)*

rf(**"Not Implemented."**)

*(\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*)*

**and** processAltlat \_altlat \_doCloneCode = *(\*do the alt lat \*)*

*(\*List.map (processLattice) \_altlat.alternatives\*)*

rf(**"Not Implemented."**)

*(\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*)*

*(\* go through a lattice list and make sure all of the types are the same \*)*

**and** getLatticeListType(\_latticeList, (\_prevType: dataStructTypeType), (\_mismatchType: dataTypeType)) \_doCloneCode=

*(\*match \_latticeList with*

*| [] -> \_prevType*

*| hd::tl -> let (hdType: dataStructTypeType) = processLattice hd in*

*if ((fst \_prevType) = (fst hdType)) && ((snd \_prevType) = (snd hdType)) then (getLatticeListType(tl, hdType, \_mismatchType))*

*else (\_mismatchType, UndeterminedStruct)\*)*

rf(**"Not Implemented."**)

*(\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*)*

**and** processPredicate \_pred \_doCloneCode =

*(\* Use the symbol table to compare predicate types - i.e no int < string \*)*

*(\*let cond = (processExpr \_pred.condition) in*

*let pred = processExpr \_pred.expr in*

*match cond with*

*| (Boolean, Wrd) -> pred*

*| (\_, \_) -> addToErrorTable(SemPredicateTypeNotBoolean, None); (MismatchType, UndeterminedStruct)\*)*

rf(**"Not Implemented."**)

*(\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*)*

*(\* Do a expression return a type\*)*

**and** processExpr (\_expr: exprFields) \_doCloneCode =

{

exprDataStructType = \_expr.exprDataStructType;

exprCode = **if** \_doCloneCode = false **then** \_expr.exprCode **else** rf(**"Not Implemented."**)

*(\*match \_expr.exprCode with*

*| ConstExpr(const) -> processConst const*

*| OpExpr(op) -> processOp op (\*lookup from symbol table\*)*

| **NameListExpr**(nameList) -> processNameList(clnEnv.currentLat, nameList.nameList)

| **LatticeExpr**(lattice) -> processLattice lattice \_doCloneCode

\*)

; *(\*ConstExpr | LatticeExpr | OpExpr | NameListExpr \*)*

exprEval = cloneExprEval \_expr.exprEval; *(\*ConstExpr | LatticeExpr \*)*

exprChanged = \_expr.exprChanged; *(\*a constant cannot change\*)*

expDependers = \_expr.expDependers;

expDependees = \_expr.expDependees;

}

**and** cloneExprEval \_exprEval =

**match** \_exprEval **with**

| **ConstValue**(x) -> **ConstValue**(x)

| **LatticeValue**(lat) -> **LatticeValue**(processLattice lat true)

| **NotEvaluated** -> **NotEvaluated**

*(\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*)*

**and** isWordOperator = **function**

| **Plus** -> true | **Minus** -> true | **Times** -> true | **Divide** -> true | **Percent** -> true | **Or** -> true | **And** -> true | **Less** -> true

| **UniMinus** -> true | **Not** -> true | **LessOrEqual** -> true | **Greater** -> true | **GreaterOrEqual** -> true

| \_ -> false

*(\*Tilde | Eval | DontOpt | Let | DirectAccess | Assign | FuncCall | Define | Equal | NotEqual\*)*

**and** doCheckOperandsBeforeCheckingOperator = **function**

| **Plus** -> true | **Minus** -> true | **Times** -> true | **Divide** -> true | **Percent** -> true | **Or** -> true | **And** -> true | **Less** -> true

| **UniMinus** -> true | **Not** -> true | **LessOrEqual** -> true | **Greater** -> true | **GreaterOrEqual** -> true

| **Tilde** -> true | **Eval** -> true | **DontOpt** -> true | **Let** -> true | **DirectAccess** -> false | **Assign** -> true

| **FuncCall** -> true | **Define** -> false | **Equal** -> true | **NotEqual** -> true

*(\* given an operation expression return the type it \_should\_ return \*)*

**and** processOp op =

rf(**"Not Implemented."**)

*(\* let op1type = if doCheckOperandsBeforeCheckingOperator op.operator then processExpr op.operand1 else (General, Wrd) in*

*let op2type = if doCheckOperandsBeforeCheckingOperator op.operator then*

*(match op.operand2 with*

*| None -> (General, Wrd) (\*Apply to all: most general case\*)*

| **Some**(opr) -> (processExpr opr)) **else** (**General**, **Wrd**) **in**

**if** (isWordOperator op.operator)

&& (**match** (snd op1type, snd op2type) **with**

| (**Wrd**, **Wrd**) -> false *(\*No problem\*)*

| (\_,\_) -> true)

**then** (**MismatchType**, **UndeterminedStruct**)

**else**

(**match** op.operator **with**

*(\* Arithmatic Operations \*)*

| **Plus** -> (

**match** (fst op1type, fst op2type) **with**

| (**Int**, **Int**) -> (**Int**, **Wrd**)

| (**Float**, **Float**) -> (**Float**, **Wrd**)

| (**String**, **String**) -> (**String**, **Wrd**)

| (**General**, t) -> (t, **Wrd**)

| (t, **General**) -> (t, **Wrd**)

| (\_,\_) -> (**MismatchType**, **Wrd**)

)

| **Minus** -> (

**match** (fst op1type, fst op2type) **with**

| (**Int**, **Int**) -> (**Int**, **Wrd**)

| (**Float**, **Float**) -> (**Float**, **Wrd**)

| (**General**, t) -> (t, **Wrd**)

| (t, **General**) -> (t, **Wrd**)

| (\_,\_) -> (**MismatchType**, **Wrd**)

)

| **Times** -> (

**match** (fst op1type, fst op2type) **with**

| (**Int**, **Int**) -> (**Int**, **Wrd**)

| (**Float**, **Float**) -> (**Float**, **Wrd**)

| (**General**, t) -> (t, **Wrd**)

| (t, **General**) -> (t, **Wrd**)

| (\_,\_) -> (**MismatchType**, **Wrd**)

)

| **Divide** -> (

**match** (fst op1type, fst op2type) **with**

| (**Int**, **Int**) -> (**Int**, **Wrd**)

| (**Float**, **Float**) -> (**Float**, **Wrd**)

| (**General**, t) -> (t, **Wrd**)

| (t, **General**) -> (t, **Wrd**)

| (\_,\_) -> (**MismatchType**, **Wrd**)

)

| **Percent** -> (

**match** (fst op1type, fst op2type) **with**

| (**Int**, **Int**) -> (**Int**, **Wrd**)

| (**Float**, **Float**) -> (**Float**, **Wrd**)

| (**General**, t) -> (t, **Wrd**)

| (t, **General**) -> (t, **Wrd**)

| (\_,\_) -> (**MismatchType**, **Wrd**)

)

| **UniMinus** -> (

**match** (fst op1type) **with**

| (**Int**) -> (**Int**, **Wrd**)

| (**Float**) -> (**Float**, **Wrd**)

| (**General**) -> (**General**, **Wrd**)

| (\_) -> (**MismatchType**, **Wrd**)

)

*(\* Logical Operations \*)*

| **Or** -> (

**match** (fst op1type, fst op2type) **with**

| (**Boolean**, **Boolean**) -> (**Boolean**, **Wrd**)

| (**General**, t) -> (t, **Wrd**)

| (t, **General**) -> (t, **Wrd**)

| (\_,\_) -> (**MismatchType**, **Wrd**)

)

| **And** -> (

**match** (fst op1type, fst op2type) **with**

| (**Boolean**, **Boolean**) -> (**Boolean**, **Wrd**)

| (**General**, t) -> (t, **Wrd**)

| (t, **General**) -> (t, **Wrd**)

| (\_,\_) -> (**MismatchType**, **Wrd**)

)

| **Not** -> (

**match** (fst op1type) **with**

| (**Boolean**) -> (**Boolean**, **Wrd**)

| (**General**) -> (**General**, **Wrd**)

| (\_) -> (**MismatchType**, **Wrd**)

)

*(\* Comparison Operations \*)*

| **Equal** -> (

**match** (fst op1type, fst op2type) **with**

| (**Int**, **Int**) -> (**Boolean**, **Wrd**)

| (**Float**, **Float**) -> (**Boolean**, **Wrd**)

| (**String**, **String**) -> (**Boolean**, **Wrd**)

| (**General**, t) -> (**Boolean**, **Wrd**)

| (t, **General**) -> (**Boolean**, **Wrd**)

| (\_,\_) -> (**MismatchType**, **Wrd**)

)

| **NotEqual** -> (

**match** (fst op1type, fst op2type) **with**

| (**Int**, **Int**) -> (**Boolean**, **Wrd**)

| (**Float**, **Float**) -> (**Boolean**, **Wrd**)

| (**String**, **String**) -> (**Boolean**, **Wrd**)

| (**General**, t) -> (**Boolean**, **Wrd**)

| (t, **General**) -> (**Boolean**, **Wrd**)

| (\_,\_) -> (**MismatchType**, **Wrd**)

)

| **Less** -> (

**match** (fst op1type, fst op2type) **with**

| (**Int**, **Int**) -> (**Boolean**, **Wrd**)

| (**Float**, **Float**) -> (**Boolean**, **Wrd**)

| (**String**, **String**) -> (**Boolean**, **Wrd**)

| (**General**, t) -> (**Boolean**, **Wrd**)

| (t, **General**) -> (**Boolean**, **Wrd**)

| (\_,\_) -> (**MismatchType**, **Wrd**)

)

| **LessOrEqual** -> (

**match** (fst op1type, fst op2type) **with**

| (**Int**, **Int**) -> (**Boolean**, **Wrd**)

| (**Float**, **Float**) -> (**Boolean**, **Wrd**)

| (**String**, **String**) -> (**Boolean**, **Wrd**)

| (**General**, t) -> (**Boolean**, **Wrd**)

| (t, **General**) -> (**Boolean**, **Wrd**)

| (\_,\_) -> (**MismatchType**, **Wrd**)

)

| **Greater** -> (

**match** (fst op1type, fst op2type) **with**

| (**Int**, **Int**) -> (**Boolean**, **Wrd**)

| (**Float**, **Float**) -> (**Boolean**, **Wrd**)

| (**String**, **String**) -> (**Boolean**, **Wrd**)

| (**General**, t) -> (**Boolean**, **Wrd**)

| (t, **General**) -> (**Boolean**, **Wrd**)

| (\_,\_) -> (**MismatchType**, **Wrd**)

)

| **GreaterOrEqual** -> (

**match** (fst op1type, fst op2type) **with**

| (**Int**, **Int**) -> (**Boolean**, **Wrd**)

| (**Float**, **Float**) -> (**Boolean**, **Wrd**)

| (**String**, **String**) -> (**Boolean**, **Wrd**)

| (**General**, t) -> (**Boolean**, **Wrd**)

| (t, **General**) -> (**Boolean**, **Wrd**)

| (\_,\_) -> (**MismatchType**, **Wrd**)

)

*(\* Misc Operations: Tilde | Eval | DontOpt | Let | DirectAccess | Assign | FuncCall | Define | Equal | NotEqual\*)*

| **Tilde** ->

**let** structType = (**match** (snd op1type, snd op2type) **with**

| (**Wrd**, **Wrd**) -> **Seq**

| (**Wrd**, x) -> x

| (**Seq**, \_) -> **Seq**

| (**Alt**, \_) -> **Alt**

| (**UndeterminedStruct**, \_) -> **UndeterminedStruct**

) **in**

**let** dataType = (**match** (fst op1type, fst op2type) **with**

| (**Int**, **Int**) -> **Int**

| (**Float**, **Float**) -> **Float**

| (**String**, **String**) -> **String**

| (**Boolean**, **Boolean**) -> **Boolean**

| (**General**, t) -> t

| (t, **General**) -> t

| (**UnresolvedType**, \_) -> **UnresolvedType**

| (\_, **UnresolvedType**) -> **UnresolvedType**

| (**MismatchType**, \_) -> **MismatchType**

| (\_, **MismatchType**) -> **MismatchType**

| (\_,\_) -> **Diverse**

) **in**

(**match** (dataType, structType) **with**

| (**Diverse**, **Alt**) -> (**MismatchType**, **Alt**)

| (\_, \_) -> (dataType, structType))

| **Eval** -> (

**match** (fst op1type, snd op1type) **with**

| (x, **Wrd**) -> (x, **Wrd**)

| (x, **Seq**) -> (x, **UndeterminedStruct**)

| (x, **Alt**) -> (x, **UndeterminedStruct**)

| (\_,\_) -> (**MismatchType**, **Wrd**)

)

| **DontOpt** -> op1type

| **Let** -> (**General**, **Wrd**)

| **DirectAccess** ->

**let** nameList = (**match** (gs op.operand2 **""**).exprCode **with** **NameListExpr**(nameListEx) -> nameListEx.nameList | \_ -> rf(**"BUG: SemanticAnalysis.processOp(): DirectAccesss: nameList!"**)) **in**

**let** lattice = (**match** op.operand1.exprCode **with** **LatticeExpr**(lat) -> lat | \_ -> rf(**"BUG: SemanticAnalysis.processOp(): DirectAccesss: lattice!"**)) **in**

processNameList(lattice, nameList)

| **FuncCall** ->

**let** funcNameList = (**match** op.operand1.exprCode **with** **NameListExpr**(nameListEx) -> nameListEx.nameList | \_ -> rf(**"BUG: SemanticAnalysis.processOp(): FuncCall: funcLattice!"**)) **in**

**let** (idSymOpt, idLatOpt) = **try** **LatticeCreation**.findNameListSymbolInLatticeFields(clnEnv.currentLat, funcNameList)

**with** **Not\_found** -> addToErrorTable(**SemUndefinedIdentifier**(**PrintLattice**.processNameList {parent = **None**; hash = **StringMap**.empty} funcNameList), **None**); (**None**, **None**)

**in**

(**match** idLatOpt **with**

| **None** -> (**UnresolvedType**, **UndeterminedStruct**)

| **Some**(funcLattice) -> (

**let** expr = (gs op.operand2 **""**) **in**

**let** lattice = (**match** expr.exprCode **with** **LatticeExpr**(lat) -> lat | \_ -> createEmptyLattice [createLatticeFieldsFromLatticeType (**Expr**(expr))]) **in**

**if** funcLattice.paramNameList = **None** **then** (**MismatchType**, **UndeterminedStruct**)

**else** **if** funcLattice.paramTypeList = **None** **then** (

**if** calcParamTypeList(lattice, funcLattice) **then**

processLattice(funcLattice)

**else**

(**MismatchType**, **UndeterminedStruct**)

)

**else**

**if** checkParameterTypes(funcLattice.paramTypeList, lattice) **then**

funcLattice.latDataStructType

**else**

(**MismatchType**, **UndeterminedStruct**)

))

| **Assign** ->

**let** nameList = (**match** op.operand1.exprCode **with** **NameListExpr**(n) -> n.nameList | \_ -> rf(**"BUG: SymanticAnalysis: Assign: NameList-2!"**)) **in**

**let** (idSymOpt, idLatOpt) = **try** **LatticeCreation**.findNameListSymbolInLatticeFields(clnEnv.currentLat, nameList)

**with** **Not\_found** -> addToErrorTable(**SemUndefinedIdentifier**(**PrintLattice**.processNameList {parent = **None**; hash = **StringMap**.empty} nameList), **None**); (**None**, **None**)

**in**

**let** idSymbolType = (**match** idSymOpt **with**

| **None** -> (**UnresolvedType**, **UndeterminedStruct**)

| **Some**(idSymbol) -> idSymbol.symDataStructType) **in**

**let** rvalueType =

(**match** (fst idSymbolType, fst op2type) **with**

| (**General**, t) -> (t, snd op2type)

| (t, **General**) -> (t, snd op2type)

| (x, y) -> **if** x = y **then** (x, snd op2type) **else** (**MismatchType**, snd op2type)

) **in** rvalueType

| **Define** ->

**let** idSymbolOpt = **LatticeCreation**.findInSymbolTable((**LatticeCreation**.getSymbolTableFromSeqlat clnEnv.currentLat),

(**match** op.operand1.exprCode **with** **NameListExpr**(n) ->

(**match** **List**.hd n.nameList **with** **Id**(x) -> x | \_ -> rf(**"BUG: SymanticAnalysis: Define: NameList-1!"**))

| \_ -> rf(**"BUG: SymanticAnalysis: Define: NameList-2!"**))) **in**

**let** rvalueType = processExpr (gs op.operand2 **""**) **in**

**match** idSymbolOpt **with**

| **None** -> rf(**"BUG: SymanticAnalysis: Define: NameList-3!"**)

| **Some**(idSymbol) -> (idSymbol.symDataStructType <- rvalueType; rvalueType)

)\*)

*(\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*)*

**and** processConst = **function** *(\*return the type so we can do type checking\*)*

| **StringLiteral**(\_) -> (**String**, **Wrd**)

| **IntLiteral**(\_) -> (**Int**, **Wrd**)

| **FloatLiteral**(\_) -> (**Float**, **Wrd**)

| **Epsilon** -> (**General**, **Wrd**)

| **Nil** -> (**General**, **Wrd**)

| **True** -> (**Boolean**, **Wrd**)

| **False** -> (**Boolean**, **Wrd**)

*(\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*)*

*(\* make sure that x.y.z is in the right symbol table scope\*)*

**and** processNameList(\_lattice, \_nameList) =

*(\* let (idSymOpt, idLatOpt) = try LatticeCreation.findNameListSymbolInLatticeFields(\_lattice, \_nameList)*

*with Not\_found -> addToErrorTable(SemUndefinedIdentifier(PrintLattice.processNameList {parent = None; hash = StringMap.empty} \_nameList), None); (None, None)*

*in*

*let idSymbolType = (match idSymOpt with*

*| None -> (UnresolvedType, UndeterminedStruct)*

*| Some(idSymbol) -> idSymbol.symDataStructType*

*) in idSymbolType*

*\*)*

rf(**"Not Implemented."**)

*(\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*)*

**and** checkParameterTypes(\_paramTypeList, \_paramValueLattice) =

*(\*let elements = getSeqlatElementsFromLatticeFields \_paramValueLattice in*

*List.fold\_left2 (fun a b c -> a && (b == c.latDataStructType)) true (gs \_paramTypeList "BUG: checkParameterTypes!") elements\*)*

rf(**"Not Implemented."**)

**and** calcParamTypeList(\_paramLattice, \_funcLattice) =

*(\*let elements = getSeqlatElementsFromLatticeFields \_paramLattice in*

*if (List.length elements) <> (List.length (gs \_funcLattice.paramNameList "BUG: calcParamTypeList")) then false*

*else let paramTypeList = List.map (fun x -> x.latDataStructType) elements in*

*\_funcLattice.paramTypeList <- Some(paramTypeList); true\*)*

rf(**"Not Implemented."**)

## evaluate.ml Source Code

**open** **Ast**

**open** **LatticeCreation**

**open** **PrintLattice**

**open** **SemanticAnalysis**

**open** **Clone**

*(\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*)*

**type** comparison = **Eq** | **Lt** | **Gt** | **NilEncountered**

**type** evalEnvType = {

**mutable** parentStack: latticeFields list;

**mutable** currentLat: latticeFields;

}

**let** evalEnv = {

parentStack = [];

currentLat = **LatticeCreation**.createEmptyLattice [];

}

**let** preEvalEnv = {

parentStack = [];

currentLat = **LatticeCreation**.createEmptyLattice [];

}

**let** isValueEpsilon = **function**

| **ConstValue**(**Epsilon**) -> true

| \_ -> false

*(\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*)*

**let** isBooleanValue = **function** **ConstValue**(**True**) -> true | **ConstValue**(**False**) -> true | **ConstValue**(**Nil**) -> true | **ConstValue**(**Epsilon**) -> true | \_ -> false

*(\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*)*

*(\*=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=\*)*

**let** **rec** eval lattice =

evalEnv.currentLat <- lattice;

processLattice lattice

**and** processLattice lattice = *(\*input a latticeFields, which is our AST\*)*

**let** listOfEval = (**match** lattice.lattice **with**

| **Seqlat**(seqlat) ->

evalEnv.parentStack <- evalEnv.currentLat :: evalEnv.parentStack *(\*PUSH\*)*;

evalEnv.currentLat <- lattice;

**let** listOfEval = processSeqlat seqlat **in**

(**if** (**List**.length evalEnv.parentStack) > 0 **then**

evalEnv.currentLat <- **List**.hd evalEnv.parentStack *(\*POP\*)*

**else** rf(**"BUG: Stack is not being built Correctly!!!\n"**);

evalEnv.parentStack <- **List**.tl evalEnv.parentStack; *(\*Remove\*)*

listOfEval)

| **Altlat**(altlat) ->

**let** listOfEval = processAltlat altlat **in** listOfEval

| **Predicate**(pred) -> [processPredicate pred]

| **Expr**(expr) -> [processExpr expr]

) **in**

**let** optListOfEval = **if** lattice.optimize **then**

**List**.fold\_left (**fun** x y -> x @ (**if** isValueEpsilon(y) **then** [] **else** [y])) [] listOfEval

**else**

listOfEval

**in** (

**let** latClone = **Clone**.cloneLattice lattice false **in**

latClone.latEval <- **Some**(optListOfEval);

**if** (**List**.length optListOfEval)>1 **then** **LatticeValue**(latClone) **else** **if** (**List**.length optListOfEval)>0 **then** (**List**.hd optListOfEval)

**else** **ConstValue**(**Epsilon**)

)

*(\*--------------------------------------------------------------------\*)*

**and** processSeqlat \_seqlat = *(\*do the seq lat \*)*

**if** (**List**.length \_seqlat.elements) > 0 **then**

**List**.map (processLattice) \_seqlat.elements

**else** rf (**"BUG: Seqlat has no elements!"**)

*(\*--------------------------------------------------------------------\*)*

**and** processAlternatives = **function**

| [] -> []

| hd::tl ->

**let** headEval = (processLattice hd) **in**

*(\*match headEval.lattice with*

*| Expr(expr) ->\*)* (**match** headEval **with**

| **ConstValue**(**Nil**) -> (processAlternatives tl)

| \_ -> [headEval]

)

*(\*| \_ -> [headEval]*

*\*)*

*(\*--------------------------------------------------------------------\*)*

**and** processAltlat \_altlat = *(\*do the alt lat \*)*

**if** \_altlat.each **then**

**List**.map processLattice \_altlat.alternatives

**else**

processAlternatives \_altlat.alternatives

*(\*--------------------------------------------------------------------\*)*

**and** processPredicate \_pred =

**let** condExpr = processExpr \_pred.condition **in**

\_pred.condition.exprEval <- condExpr;

**let** condVal = (**match** condExpr **with**

| **ConstValue**(constVal) -> ( **match** constVal **with**

| **True** -> true

| **False** -> false

| \_ -> false

)

| \_ -> false *(\*Lattice\*)*

) **in**

**if** condVal = true **then**

processExpr \_pred.expr

**else**

**ConstValue**(**Nil**)

*(\*=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=\*)*

**and** processExpr \_expr =

\_expr.exprEval <-

(**match** \_expr.exprCode **with**

| **ConstExpr**(const) -> processConst const

| **OpExpr**(op) -> processOperation op

| **NameListExpr**(nameList) -> processNameList nameList.nameList

| **LatticeExpr**(latticeFields) -> processLattice latticeFields

);

\_expr.exprEval

*(\*--------------------------------------------------------------------\*)*

**and** processConst const =

**match** const **with**

| **StringLiteral**(stringLit) -> **ConstValue**(**StringLiteral**(stringLit))

| **IntLiteral**(intLit) -> **ConstValue**(**IntLiteral**(intLit))

| **FloatLiteral**(floatLit) -> **ConstValue**(**FloatLiteral**(floatLit))

| **Epsilon** -> **ConstValue**(**Epsilon**)

| **Nil** -> **ConstValue**(**Nil**)

| **True** -> **ConstValue**(**True**)

| **False** -> **ConstValue**(**False**)

*(\*--------------------------------------------------------------------\*)*

**and** processOperation op =

**let** op1Val = **if** doCheckOperandsBeforeCheckingOperator op.operator **then** processExpr op.operand1 **else** **ConstValue**(**Nil**) **in**

**let** op2Val = **if** doCheckOperandsBeforeCheckingOperator op.operator **then** (

**match** op.operand2 **with**

| **None** -> **ConstValue**(**Nil**)

| **Some**(opr) -> processExpr opr

) **else** **ConstValue**(**Nil**) **in**

(**match** op.operator **with**

| **Plus** -> (**match** (op1Val, op2Val) **with**

| (**ConstValue**(**IntLiteral**(intLit1)),**ConstValue**(**IntLiteral**(intLit2))) -> **ConstValue**(**IntLiteral**(intLit1+intLit2))

| (**ConstValue**(**StringLiteral**(strLit1)),**ConstValue**(**StringLiteral**(strLit2))) -> **ConstValue**(**StringLiteral**(strLit1^strLit2))

| (**ConstValue**(**FloatLiteral**(floatLit1)),**ConstValue**(**FloatLiteral**(floatLit2))) -> **ConstValue**(**FloatLiteral**(floatLit1 +. floatLit2))

| (**ConstValue**(**Nil**),x) -> **ConstValue**(**Nil**)

| (x,**ConstValue**(**Nil**)) -> **ConstValue**(**Nil**)

| (**ConstValue**(**Epsilon**),x) -> x

| (x,**ConstValue**(**Epsilon**)) -> x

| \_ -> raise (**Failure**(**"Runtime Exception: Type Mismatch.\n"**)) )

*(\*.......................................................................................\*)*

| **Minus** -> (**match** (op1Val, op2Val) **with**

| (**ConstValue**(**IntLiteral**(intLit1)),**ConstValue**(**IntLiteral**(intLit2))) -> **ConstValue**(**IntLiteral**(intLit1-intLit2))

| (**ConstValue**(**FloatLiteral**(floatLit1)),**ConstValue**(**FloatLiteral**(floatLit2))) -> **ConstValue**(**FloatLiteral**(floatLit1 -. floatLit2))

| (**ConstValue**(**Nil**),x) -> **ConstValue**(**Nil**)

| (x,**ConstValue**(**Nil**)) -> **ConstValue**(**Nil**)

| (**ConstValue**(**Epsilon**),x) -> x

| (x,**ConstValue**(**Epsilon**)) -> x

| \_ ->raise (**Failure**(**"Runtime Exception: Type Mismatch.\n"**)) )

*(\*.......................................................................................\*)*

| **Times** -> (**match** (op1Val, op2Val) **with**

| (**ConstValue**(**IntLiteral**(intLit1)),**ConstValue**(**IntLiteral**(intLit2))) -> **ConstValue**(**IntLiteral**(intLit1\*intLit2))

| (**ConstValue**(**FloatLiteral**(floatLit1)),**ConstValue**(**FloatLiteral**(floatLit2))) -> **ConstValue**(**FloatLiteral**(floatLit1 \*. floatLit2))

| (**ConstValue**(**Nil**),x) -> **ConstValue**(**Nil**)

| (x,**ConstValue**(**Nil**)) -> **ConstValue**(**Nil**)

| (**ConstValue**(**Epsilon**),x) -> x

| (x,**ConstValue**(**Epsilon**)) -> x

| \_ ->raise (**Failure**(**"Runtime Exception: Type Mismatch.\n"**)) )

*(\*.......................................................................................\*)*

| **Divide** -> (**match** (op1Val, op2Val) **with**

| (**ConstValue**(**IntLiteral**(intLit1)),**ConstValue**(**IntLiteral**(intLit2))) -> **if** intLit2 = 0 **then** raise (**Division\_by\_zero**) **else** **ConstValue**(**IntLiteral**(intLit1/intLit2))

| (**ConstValue**(**FloatLiteral**(floatLit1)),**ConstValue**(**FloatLiteral**(floatLit2))) -> **if** floatLit2 = 0.0 **then** raise (**Division\_by\_zero**) **else** **ConstValue**(**FloatLiteral**(floatLit1 /. floatLit2))

| (**ConstValue**(**Nil**),x) -> **ConstValue**(**Nil**)

| (x,**ConstValue**(**Nil**)) -> **ConstValue**(**Nil**)

| (**ConstValue**(**Epsilon**),x) -> x

| (x,**ConstValue**(**Epsilon**)) -> x

| \_ ->raise (**Failure**(**"Runtime Exception:Type Mismatch.\n"**)) )

*(\*.......................................................................................\*)*

| **Percent** -> (**match** (op1Val, op2Val) **with**

| (**ConstValue**(**IntLiteral**(intLit1)),**ConstValue**(**IntLiteral**(intLit2))) -> **ConstValue**(**IntLiteral**(intLit1 mod intLit2))

| (**ConstValue**(**Nil**),x) -> **ConstValue**(**Nil**)

| (x,**ConstValue**(**Nil**)) -> **ConstValue**(**Nil**)

| (**ConstValue**(**Epsilon**),x) -> x

| (x,**ConstValue**(**Epsilon**)) -> x

| \_ ->raise (**Failure**(**"Runtime Exception: Type Mismatch.\n"**)) )

*(\*.......................................................................................\*)*

| **UniMinus** -> (**match** (op1Val) **with**

| (**ConstValue**(**IntLiteral**(intLit1))) -> **ConstValue**(**IntLiteral**(-intLit1))

| (**ConstValue**(**FloatLiteral**(floatLit1))) -> **ConstValue**(**FloatLiteral**(0.0 -. floatLit1))

| (**ConstValue**(**Nil**)) -> **ConstValue**(**Nil**)

| (**ConstValue**(**Epsilon**)) -> **ConstValue**(**Epsilon**)

| \_ ->raise (**Failure**(**"Runtime Exception: Type Mismatch in '-' (unary minus) operand!\n"**)) )

*(\*.......................................................................................\*)*

| **Less** -> (**match** compareExprValues(op1Val, op2Val) **with**

| **NilEncountered** -> **ConstValue**(**Nil**)

| **Gt** -> **ConstValue**(**False**)

| **Eq** -> **ConstValue**(**False**)

| **Lt** -> **ConstValue**(**True**)

)

*(\*.......................................................................................\*)*

| **LessOrEqual** -> (**match** compareExprValues(op1Val, op2Val) **with**

| **NilEncountered** -> **ConstValue**(**Nil**)

| **Gt** -> **ConstValue**(**False**)

| **Eq** -> **ConstValue**(**True**)

| **Lt** -> **ConstValue**(**True**)

)

*(\*.......................................................................................\*)*

| **Greater** -> (**match** compareExprValues(op1Val, op2Val) **with**

| **NilEncountered** -> **ConstValue**(**Nil**)

| **Gt** -> **ConstValue**(**True**)

| **Eq** -> **ConstValue**(**False**)

| **Lt** -> **ConstValue**(**False**)

)

*(\*.......................................................................................\*)*

| **GreaterOrEqual** -> (**match** compareExprValues(op1Val, op2Val) **with**

| **NilEncountered** -> **ConstValue**(**Nil**)

| **Gt** -> **ConstValue**(**True**)

| **Eq** -> **ConstValue**(**True**)

| **Lt** -> **ConstValue**(**False**)

)

*(\*.......................................................................................\*)*

| **Equal** -> (**match** compareExprValues(op1Val, op2Val) **with**

| **NilEncountered** -> **ConstValue**(**Nil**)

| **Gt** -> **ConstValue**(**False**)

| **Eq** -> **ConstValue**(**True**)

| **Lt** -> **ConstValue**(**False**)

)

*(\*.......................................................................................\*)*

| **NotEqual** -> (**match** compareExprValues(op1Val, op2Val) **with**

| **NilEncountered** -> **ConstValue**(**Nil**)

| **Gt** -> **ConstValue**(**True**)

| **Eq** -> **ConstValue**(**False**)

| **Lt** -> **ConstValue**(**True**)

)

*(\*.......................................................................................\*)*

| **And** -> **if** isBooleanValue(op1Val) && isBooleanValue(op2Val) **then**

(**match** (op1Val, op2Val) **with**

| (**ConstValue**(**Nil**),x) -> **ConstValue**(**Nil**)

| (x,**ConstValue**(**Nil**)) -> **ConstValue**(**Nil**)

| (**ConstValue**(**Epsilon**), x) -> x

| (x, **ConstValue**(**Epsilon**)) -> x

| (**ConstValue**(**False**),\_) | (\_,**ConstValue**(**False**)) -> **ConstValue**(**False**)

| \_-> **ConstValue**(**True**)

) **else** raise (**Failure**(**"Runtime Exception: Type Mismatch: '&&' operands must be of type boolean!\n"**))

*(\*.......................................................................................\*)*

| **Or** -> **if** isBooleanValue(op1Val) && isBooleanValue(op2Val) **then**

(**match** (op1Val, op2Val) **with**

| (**ConstValue**(**Nil**),x) -> **ConstValue**(**Nil**)

| (x,**ConstValue**(**Nil**)) -> **ConstValue**(**Nil**)

| (**ConstValue**(**Epsilon**), x) -> x

| (x, **ConstValue**(**Epsilon**)) -> x

| (**ConstValue**(**False**),**ConstValue**(**False**)) -> **ConstValue**(**False**)

| \_-> **ConstValue**(**True**)

) **else** raise (**Failure**(**"Runtime Exception: Type Mismatch: '||' operands must be of type boolean!\n\t Found: "**^(gs (processExprValue op1Val) **"FATAL ERROR: NOT EVALUATED"**)^**" || "**^(gs (processExprValue op2Val) **"FATAL ERROR: NOT EVALUATED"**)))

*(\*.......................................................................................\*)*

| **Not** -> (**match** (op1Val) **with**

| (**ConstValue**(**Nil**)) -> **ConstValue**(**Nil**)

| (**ConstValue**(**Epsilon**)) -> **ConstValue**(**Epsilon**)

| **ConstValue**(**False**) -> **ConstValue**(**True**)

| **ConstValue**(**True**) -> **ConstValue**(**False**)

| \_ -> raise (**Failure**(**"Runtime Exception: Type Mismatch: '!' (negation) operand must be of type boolean!\n"**)) )

*(\*.......................................................................................\*)*

| **Tilde** -> raise (**Failure**(**"Err2.\n"**)) *(\*op1Val ^ "~" ^ op2Val \*)*

*(\*.......................................................................................\*)*

| **Eval** -> op1Val *(\*Maybe here we should clone the expression\*)*

*(\*.......................................................................................\*)*

| **DontOpt** -> raise (**Failure**(**"Err5.\n"**)) *(\*"^" ^ op1Val\*)*

*(\*.......................................................................................\*)*

| **Let** -> **ConstValue**(**Epsilon**)

*(\*.......................................................................................\*)*

| **DirectAccess** -> raise (**Failure**(**"Err11.\n"**))

*(\*.......................................................................................\*)*

| **FuncCall** ->

**let** funcNameList = (**match** op.operand1.exprCode **with** **NameListExpr**(nameListEx) -> nameListEx.nameList | \_ -> rf(**"BUG: SemanticAnalysis.processOpReturnType(): FuncCall: funcLattice!"**)) **in**

**let** (idSymOpt, idLatOpt) = **try** findNameListSymbolAndLatticeInLatticeFields(ref (evalEnv.currentLat), funcNameList)

**with** **Not\_found** -> addToErrorTable(**SemUndefinedIdentifier**(**PrintLattice**.processNameList {parent = **None**; hash = **StringMap**.empty} funcNameList), **None**); (**None**, **None**)

**in**

(**match** idLatOpt **with**

| **None** -> raise (**Failure** (**"Runtime Exception: error in function call: function not declared:\n\t"**^**PrintLattice**.processOperation (op)))

| **Some**(funcLatticeRef) -> ( **let** funcLattice = !funcLatticeRef **in**

**let** expr = (gs op.operand2 **""**) **in**

**let** lattice = (**match** expr.exprCode **with** **LatticeExpr**(lat) -> lat | \_ -> createEmptyLattice [createLatticeFieldsFromLatticeType (**Expr**(expr))]) **in**

**let** funcLattice = (**if** funcLattice.paramNameList = **None** **then**

(**match** funcLattice.lattice **with** **Expr**(expr) ->

(**match** expr.exprCode **with** **LatticeExpr**(lat) -> lat | \_ -> funcLattice)

| \_ -> funcLattice)

**else** funcLattice) **in**

**let** doRunFunc = (**if** funcLattice.paramNameList = **None** **then** *(\*no param list\*)*

raise (**Failure** (**"Runtime Exception: error in function call: Not a function:\n\t"**^**PrintLattice**.processOperation (op)))

**else** **if** funcLattice.paramTypeList = **None** **then** ( *(\*first call\*)*

**if** calcParamTypeList(lattice, funcLattice) **then**

true

**else**

raise (**Failure** (**"Runtime Exception: error in function call: Parameter List Signature Length Difference:\n\t"**^**PrintLattice**.processOperation (op)))

)

**else** false) **in**

**if** (doRunFunc) **then** (

**if** **SemanticAnalysis**.checkParameterTypes(funcLattice.paramTypeList, lattice) **then** (

funcLattice.lattice <- (!(setSymbolTableInLattice(ref funcLattice, (getSymbolTableFromSeqlat funcLattice).hash)).lattice);

processLattice (funcLattice)

)

**else**

raise (**Failure** (**"Runtime Exception: error in function call: Parameter List Signature Type Mismatch:\n\t"**^**PrintLattice**.processOperation (op)))

)

**else**

**ConstValue**(**Nil**)

))

*(\*.......................................................................................\*)*

| **Assign** -> assignExprToNameList(op.operand1, op.operand2); processExpr op.operand1

*(\*.......................................................................................\*)*

| **Define** -> assignExprToNameList(op.operand1, op.operand2); processExpr op.operand1

*(\*.......................................................................................\*)*

)

**and** calcParamTypeList(\_paramLattice, \_funcLattice) =

**let** elements = getSeqlatElementsFromLatticeFields \_paramLattice **in**

**if** (**List**.length elements) <> (**List**.length (gs \_funcLattice.paramNameList **"BUG: calcParamTypeList"**)) **then** false

**else** **let** paramTypeList = **List**.map (**fun** x -> x.latDataStructType) elements **in**

\_funcLattice.paramTypeList <- **Some**(paramTypeList); true

**and** compareExprValues(\_val1, \_val2) =

**match** (\_val1, \_val2) **with**

| (**ConstValue**(**IntLiteral**(val1)),**ConstValue**(**IntLiteral**(val2))) ->

**if** val1 < val2 **then** **Lt** **else** **if** val1 > val2 **then** **Gt** **else** **Eq**

| (**ConstValue**(**FloatLiteral**(val1)),**ConstValue**(**FloatLiteral**(val2))) ->

**if** val1 < val2 **then** **Lt** **else** **if** val1 > val2 **then** **Gt** **else** **Eq**

| (**ConstValue**(**StringLiteral**(val1)),**ConstValue**(**StringLiteral**(val2))) ->

**let** res = **String**.compare val1 val2 **in** **if** res < 0 **then** **Lt** **else** **if** res > 0 **then** **Gt** **else** **Eq**

| (**ConstValue**(**Nil**),**ConstValue**(**Nil**)) -> **Eq**

| (**ConstValue**(**Nil**),x) -> **NilEncountered**

| (x,**ConstValue**(**Nil**)) -> **NilEncountered**

| (**ConstValue**(**Epsilon**),**ConstValue**(**Epsilon**)) -> **Eq**

| (**ConstValue**(**Epsilon**),x) -> **Lt**

| (x,**ConstValue**(**Epsilon**)) -> **Gt**

| \_ -> raise (**Failure**(**"Runtime Exception: Type Mismatch.\n"**))

**and** processNameList \_nameList =

**let** (idSymOpt, idLatOpt) = **try** findNameListSymbolAndLatticeInLatticeFields(ref (evalEnv.currentLat), \_nameList)

**with** **Not\_found** -> addToErrorTable(**SemUndefinedIdentifier**(**PrintLattice**.processNameList {parent = **None**; hash = **StringMap**.empty} \_nameList), **None**); (**None**, **None**)

**in**

(**match** idLatOpt **with**

| **None** -> **ConstValue**(**Nil**)

| **Some**(lat) -> processLattice (!lat)

)

*(\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*)*

*(\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* Pre-Evaluate Lattice \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*)*

*(\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*)*

**and** preEvalLattice lattice =

**if** lattice.paramNameList = **None** **then**

**match** lattice.lattice **with**

| **Seqlat**(seqlat) -> (

preEvalEnv.parentStack <- preEvalEnv.currentLat :: preEvalEnv.parentStack *(\*PUSH\*)*;

preEvalEnv.currentLat <- lattice;

**ignore**(**List**.map (preEvalLattice) seqlat.elements);

**if** (**List**.length preEvalEnv.parentStack) > 0 **then**

preEvalEnv.currentLat <- **List**.hd preEvalEnv.parentStack *(\*POP\*)*

**else** rf(**"BUG: preEvalLattice(): Stack is not being built Correctly!!!\n"**);

preEvalEnv.parentStack <- **List**.tl preEvalEnv.parentStack; *(\*Remove\*)*

)

| **Altlat**(altlat) -> **ignore**(**List**.map (preEvalLattice) altlat.alternatives)

| **Predicate**(pred) -> **ignore**(preEvalExpr pred.condition); **ignore**(preEvalExpr pred.expr)

| **Expr**(expr) -> **ignore**(preEvalExpr expr)

*(\*=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=\*)*

**and** preEvalExpr \_expr =

\_expr.exprEval <-

(**match** \_expr.exprCode **with**

| **OpExpr**(op) -> preEvalOperation op

| \_ -> **NotEvaluated**

);

\_expr.exprEval

*(\*--------------------------------------------------------------------\*)*

**and** preEvalOperation op =

**let** \_ = preEvalExpr op.operand1 **in**

**let** \_ = ( **match** op.operand2 **with**

| **None** -> **NotEvaluated**

| **Some**(opr) -> preEvalExpr opr

) **in**

(**match** op.operator **with**

*(\*.......................................................................................\*)*

| **Assign** ->

assignExprToNameList(op.operand1, op.operand2); **NotEvaluated**

*(\*.......................................................................................\*)*

| **Define** ->

assignExprToNameList(op.operand1, op.operand2); **NotEvaluated**

*(\*.......................................................................................\*)*

| **Eval** -> processExpr op.operand1

*(\*.......................................................................................\*)*

| \_ -> **NotEvaluated**

)

*(\*--------------------------------------------------------------------\*)*

**and** assignExprToNameList(\_lvalueExpr, \_rvalueExpr) =

**let** nameList = (**match** \_lvalueExpr.exprCode **with** **NameListExpr**(n) -> n.nameList | \_ -> rf(**"BUG: Evaluate: preEvalOperation(): Assign: NameList-2!"**)) **in**

**let** (idSymOpt, idLatOpt) = **try** findNameListSymbolAndLatticeInLatticeFields(ref (evalEnv.currentLat), nameList)

**with** **Not\_found** -> addToErrorTable(**SemUndefinedIdentifier**(**PrintLattice**.processNameList {parent = **None**; hash = **StringMap**.empty} nameList), **None**); (**None**, **None**)

**in**

(**match** idSymOpt **with**

| **None** -> ()

| **Some**(idSymbol) -> *(\*let exprF = createExprFieldsFromExprCodeType(convertExprValueTypeToExprCodeType op2Val) in\*)*

(**match** (!idSymbol).symValue **with**

| **LabelIndex**(index) -> (

**try** setSeqlatElementForLatticeFields(ref evalEnv.currentLat, index, createLatticeFieldsFromLatticeType (**Expr**(gs \_rvalueExpr **""**)))

**with** **Invalid\_argument**(\_) -> rf(**"BUG: preEvalOperation! Not a seqlat"**) )

| **LocalValueLattice**(latFRef) -> (!idSymbol).symValue <- (**LocalValueLattice**(ref (createLatticeFieldsFromLatticeType (**Expr**(gs \_rvalueExpr **""**)))))

; **ignore**(setNameListSymbolInLatticeFields(ref (evalEnv.currentLat), nameList, (!idSymbol)) )

)

)

*(\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*)*

**and** setSeqlatElementForLatticeFields(\_latticeRef, \_index, (\_value: latticeFields)) =

**let** seqlatRef = **try** getSeqlatFromLatticeFields(\_latticeRef) **with** e -> raise (**Invalid\_argument**(**"Not found!!"**)) **in**

**let** array = **Array**.of\_list (!seqlatRef).elements **in**

**Array**.set array \_index \_value;

(!seqlatRef).elements <- **Array**.to\_list array;

\_latticeRef := !(setSeqlatFromLatticeFields(\_latticeRef, seqlatRef))

*(\*--------------------------------------------------------------------\*)*

**and** findNameListSymbolAndLatticeInLatticeFields(\_latticeF, \_nameList) =

**match** \_nameList **with**

| [hd] -> findNameTypeSymbolAndLatticeInLatticeFields(\_latticeF, hd)

| hd::tl -> **let** (symOpt, latOpt) = findNameTypeSymbolAndLatticeInLatticeFields(\_latticeF, hd) **in**

(**match** latOpt **with**

| **None** -> (symOpt, **None**)

| **Some**(lat) -> findNameListSymbolAndLatticeInLatticeFields(lat, tl)

)

| [] -> rf(**"BUG: getNameListFromSymbolTable!"**)

**and** findNameTypeSymbolAndLatticeInLatticeFields(\_latticeF, \_nameType) =

**let** symbolTable = **try** getSymbolTableFromSeqlat (!\_latticeF) **with** e -> raise **Not\_found** **in**

**match** \_nameType **with**

| **This** -> rf(**"Not Implemented: 'This'!"**)

| **PredefinedLabel**(predefinedLabel) -> rf(**"Not Implemented: 'This'!"**)

| **IndexingOp**(structureType, latticeT) -> *(\*uses: Seq (for []), Alt (for {}), and UndeterminedStruct (for @)\*)*

rf(**"Not Implemented: 'This'!"**)

| **HashOp**(exprF) -> rf(**"Not Implemented: 'Hash'!"**)

| **Id**(str) ->

**let** symbolOpt = findRefInSymbolTable(symbolTable, str) **in**

**let** latticeOpt = (**match** symbolOpt **with**

| **None** -> raise (**Not\_found**)

| **Some**(symbolRef) -> (**match** (!symbolRef).symValue **with**

| **LabelIndex**(ind) -> **Some**(ref (getLatticeFieldsByIndex(!\_latticeF, ind)))

| **LocalValueLattice**(latFRef) -> **Some**(latFRef)

)) **in**

(symbolOpt, latticeOpt)

| **Each**(latticeT) -> rf(**"Not Implemented: 'This'!"**)

*(\*--------------------------------------------------------------------\*)*

**and** setNameListSymbolInLatticeFields(\_latticeF, \_nameList, \_symbol) =

**match** \_nameList **with**

| [hd] -> setNameTypeSymbolInLatticeFields(\_latticeF, hd, \_symbol, true)

| hd::tl -> **let** (symOpt, latOpt) = setNameTypeSymbolInLatticeFields(\_latticeF, hd, \_symbol, false) **in**

(**match** latOpt **with**

| **None** -> (symOpt, **None**)

| **Some**(lat) -> setNameListSymbolInLatticeFields(lat, tl, \_symbol)

)

| [] -> rf(**"BUG: getNameListFromSymbolTable!"**)

**and** setNameTypeSymbolInLatticeFields(\_latticeF, \_nameType, \_symbol, \_doSave) =

**let** symbolTable = **try** getSymbolTableFromSeqlat (!\_latticeF) **with** e -> raise **Not\_found** **in**

**match** \_nameType **with**

| **This** -> rf(**"Not Implemented: 'This'!"**)

| **PredefinedLabel**(predefinedLabel) -> rf(**"Not Implemented: 'This'!"**)

| **IndexingOp**(structureType, latticeT) -> *(\*uses: Seq (for []), Alt (for {}), and UndeterminedStruct (for @)\*)*

rf(**"Not Implemented: 'This'!"**)

| **HashOp**(exprF) -> rf(**"Not Implemented: 'Hash'!"**)

| **Id**(str) ->

**let** symbolOpt = findRefInSymbolTable(symbolTable, str) **in**

**if** (\_doSave) **then** (

symbolTable.hash <- **StringMap**.add str \_symbol symbolTable.hash;

**ignore**(\_latticeF = setSymbolTableInLattice(\_latticeF, symbolTable.hash));

(**None**, **None**)

)

**else**

**let** latticeOpt = (**match** symbolOpt **with**

| **None** -> raise (**Not\_found**)

| **Some**(symbolRef) -> (**match** (!symbolRef).symValue **with**

| **LabelIndex**(ind) -> **Some**(ref (getLatticeFieldsByIndex(!\_latticeF, ind)))

| **LocalValueLattice**(latFRef) -> **Some**(latFRef)

)) **in**

(symbolOpt, latticeOpt)

| **Each**(latticeT) -> rf(**"Not Implemented: 'This'!"**)

**and** setSymbolTableInLattice(\_latticeF, \_symbolTableHash) =

**match** (!\_latticeF).lattice **with**

| **Seqlat**(seqlat) -> (seqlat.symbols.hash <- \_symbolTableHash; (!\_latticeF).lattice <- **Seqlat**(seqlat)); \_latticeF

| **Expr**(expr) -> (**match** expr.exprCode **with**

| **LatticeExpr**(lat) -> **let** \_ = setSymbolTableInLattice(ref lat, \_symbolTableHash) **in** \_latticeF

| \_ -> rf(**"BUG: getSymbolTableFromSeqlat()!"**))

| \_ -> rf(**"BUG: getSymbolTableFromSeqlat()!"**)

*(\*Deprecated\*)*

*(\*=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=\*)*

**and** processCurNameList \_curNamesList =

**match** \_curNamesList **with**

| [] -> raise (**Failure**(**"Bug"**))

| hd::tl -> **if** (**List**.length tl > 0) **then**

(

**match** hd **with**

| **Id**(id) -> (

**match** evalEnv.currentLat.lattice **with**

| **Seqlat**(seqlat) -> (

**let** mySymbol = **StringMap**.find id seqlat.symbols.hash **in**

**match** mySymbol.symValue **with**

| **LabelIndex**(index) -> (

evalEnv.parentStack <- evalEnv.currentLat :: evalEnv.parentStack *(\*PUSH\*)*;

**let** curLat = **List**.nth seqlat.elements index **in**

evalEnv.currentLat <- curLat;

**let** res = processCurNameList tl **in** res

*(\* evalEnv.currentLat <- List.hd evalEnv.parentStack; (\*POP\*)*;

evalEnv.parentStack <- **List**.tl evalEnv.parentStack; *(\*Remove\*)*

\*)

)

| **LocalValueLattice**(newlatFields) ->

(

*(\* let nextLatFields = !newlatFields in*

*processCurNameList tl \*)*

raise (**Failure**(**"Local"**))

)

)

| \_ -> raise (**Failure**(**"Bug"**))

)

| \_ -> raise (**Failure**(**"Still Not Handled"**))

)

**else**

(

**match** hd **with**

| **Id**(id) -> (

**match** evalEnv.currentLat.lattice **with**

| **Seqlat**(seqlat) -> (

**let** mySymbol = **StringMap**.find id seqlat.symbols.hash **in**

**match** mySymbol.symValue **with**

| **LabelIndex**(index) ->

**let** curElement = **List**.nth seqlat.elements index **in**

**let** result = (**match** curElement.lattice **with**

| **Seqlat**(seq) -> raise (**Failure**(**"Seq "**))

| **Altlat**(alt) -> raise (**Failure**(**"Alt"**))

| **Predicate**(pred) -> raise (**Failure**(**"Pred"**))

| **Expr**(expr) -> processExpr expr

) **in** result

| **LocalValueLattice**(newlatFields) ->

**let** nextLatFields = !newlatFields **in**

**let** result = ( **match** nextLatFields.lattice **with**

| **Seqlat**(seq) -> raise (**Failure**(**"Seq-local"**))

| **Altlat**(alt) -> raise (**Failure**(**"Alt-Local"**))

| **Predicate**(pred) -> raise (**Failure**(**"Pred-Local"**))

| **Expr**(expr) -> processExpr expr

) **in** result

)

| **Altlat**(altlat) -> raise (**Failure**(**"altlat"**))

| **Predicate**(pred) -> raise (**Failure**(**"pred"**))

| **Expr**(expr) -> raise (**Failure**(**"expr"**))

*(\*let res = createExprFieldsFromExprCodeType(ConstExpr(IntLiteral(2))) in res \*)*

)

| **IndexingOp**(structType, lattice) -> raise (**Failure**(**"Still Not Handled"**))

| \_ -> raise (**Failure**(**"Still Not Handled"**))

)

## latparser.mly Source Code

%{

**open** **Ast** ;;

**open** **LatticeCreation**

%}

%token **LPAREN** **RPAREN** **LBRACE** **RBRACE** **LSQBRACKET** **RSQBRACKET** **EOF**

%token **PLUS** **MINUS** **TIMES** **DIVIDE** **PERCENT** **PLUS\_PLUS** **MINUS\_MINUS**

%token **PIPE** **TILDE** **QUEST** **SEMI** **COLON** **DOT** **AT** **CARET**

%token **ASSIGN** **QUEST\_ASSIGN** **DEF**

%token **AND** **OR** **EQ** **NEQ** **EXCLAMATION** **LT** **GT** **LEQ** **GEQ**

%token **EPSILON** **NIL** **TRUE** **FALSE**

%token **LET** **THIS** **NO\_TOKEN** **FUNC\_CALL**

/\***LENGTH** **COUNT** **LABELS** **CLONE** **REVERSE** **RETURN** **LOOP** **GET\_LOST**\*/

%token <int> **PREDEFINED\_LABEL**

%token <string> **STRING\_LITERAL**

%token <string> **ID**

%token <float> **FLOAT**

%token <int> **INTEGER**

%left **NO\_TOKEN**

%left **COLON**

%left **LET**

/\* **Assignment** **Operators**: \*/

%right **ASSIGN** **QUEST\_ASSIGN**

/\* **Lattice** **Operators**: \*/

%left **SEMI**

%left **PIPE**

%left **TILDE**

/\* **Logical** **Operators**: \*/

%left **OR**

%left **AND**

/\* **Comparison** **Operators**: \*/

%left **EQ** **NEQ**

%left **LT** **LEQ** **GT** **GEQ**

/\* **Arithmatic** **Operators**: \*/

%left **PLUS** **MINUS**

%left **TIMES** **DIVIDE** **PERCENT**

/\* **Unary** **Operators** **Operators**: \*/

%left **UNI\_MINUS** **EXCLAMATION** **PLUS\_PLUS** **MINUS\_MINUS** **QUEST** **CARET**

/\* **Name** **Operators**: \*/

%left **LBRACE** **LSQBRACKET** **LPAREN**

%left **DOT**

%left **AT**

%left **DEF**

%start lattice

%**type** <**Ast**.lattice> lattice

%%

/\*=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=\*/

/\*=-=-=-=-= **DEFINING** **LATTICEs** =-=-=-=-=-=\*/

/\*=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=\*/

lattice:

labeled\_altlat { ([(createLatticeFieldsFromLatticeType $1)], env) }

| labeled\_altlat **SEMI** lattice { (appendListForSeqlat((createLatticeFieldsFromLatticeType $1), (fst $3)), env) }

| error **SEMI** lattice { addToErrorTable(**SynParseError**, **None**); (appendListForSeqlat((createLatticeFieldsFromLatticeType(**Expr**(newExprFields(**ConstExpr**(**Nil**))))), (fst $3)), env) }

| error { addToErrorTable(**SynParseError**, **None**); ([createLatticeFieldsFromLatticeType(**Expr**(newExprFields(**ConstExpr**(**Nil**))))], env) }

labeled\_altlat:

altlat { incLabelIdGen env.labelIdGenerator; $1 }

| label **COLON** altlat { incLabelIdGen env.labelIdGenerator; createLabeledAltlat($1, $3) }

| function\_header **COLON** altlat { incLabelIdGen env.labelIdGenerator; createParamLabeledAltlat(fst $1, snd $1, $3) }

function\_header:

**DEF** **ID** **LPAREN** param\_list **RPAREN** { popOldSymbolTable(env); ($2, $4) }

param\_list:

**ID** { [$1] }

| param\_list **SEMI** **ID** { $3::$1 }

altlat:

/\*epsilon\*/ { **Expr**(newExprFields(**ConstExpr**(**Epsilon**))) }

| expr { **Expr**($1) }

| **LSQBRACKET** expr **RSQBRACKET** expr { createPredicateLattice($2, $4) }

| altlat **PIPE** altlat { appendListForAltlat($1, $3) }

label:

**ID** { $1 }

/\*=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=\*/

/\*=-=-=-=-=-= **Defining** **Expressions** =-=-=-=-=\*/

/\*=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=\*/

expr:

lvalue { $1 }

| name **QUEST\_ASSIGN** expr { newExprFields(createBinOp($1,**Assign**,newExprFields(createUnaryOp(**Eval**, $3)))) }

| lvalue **ASSIGN** expr { newExprFields(createBinOp($1,**Assign**,$3)) }

| **DEF** **ID** **ASSIGN** expr { createLocal($2, $4) }

| function\_header **ASSIGN** expr { createParamLocal(fst $1, snd $1, $3) }

| **QUEST** lvalue { newExprFields(createUnaryOp(**Eval**, $2)) }

| **LET** expr { newExprFields(createUnaryOp(**Let**, $2))}

| **LPAREN** lattice **RPAREN** **DOT** rest\_of\_name { createDirectAccessExprFields($2, $5) }

| name **LPAREN** lattice **RPAREN** { newExprFields(createBinOp($1, **FuncCall**, createParenthisizedLattice($3))) }

| number { $1 }

| **STRING\_LITERAL** { newExprFields(**ConstExpr**(**StringLiteral**($1))) }

| **EPSILON** { newExprFields(**ConstExpr**(**Epsilon**)) }

| **NIL** { newExprFields(**ConstExpr**(**Nil**)) }

| **TRUE** { newExprFields(**ConstExpr**(**True**)) }

| **FALSE** { newExprFields(**ConstExpr**(**False**)) }

| expr **PLUS** expr { newExprFields(createBinOp($1,**Plus**,$3)) }

| expr **MINUS** expr { newExprFields(createBinOp($1,**Minus**,$3)) }

| expr **TIMES** expr { newExprFields(createBinOp($1,**Times**,$3)) }

| expr **DIVIDE** expr { newExprFields(createBinOp($1,**Divide**,$3)) }

| expr **PERCENT** expr { newExprFields(createBinOp($1,**Percent**,$3)) }

| expr **OR** expr { newExprFields(createBinOp($1,**Or**,$3)) }

| expr **AND** expr { newExprFields(createBinOp($1,**And**,$3)) }

| expr **EQ** expr { newExprFields(createBinOp($1,**Equal**,$3)) }

| expr **NEQ** expr { newExprFields(createBinOp($1,**NotEqual**,$3)) }

| expr **LT** expr { newExprFields(createBinOp($1,**Less**,$3)) }

| expr **LEQ** expr { newExprFields(createBinOp($1,**LessOrEqual**,$3)) }

| expr **GT** expr { newExprFields(createBinOp($1,**Greater**,$3)) }

| expr **GEQ** expr { newExprFields(createBinOp($1,**GreaterOrEqual**,$3)) }

| expr **TILDE** expr { newExprFields(createBinOp($1,**Tilde**,$3)) }

| **MINUS** expr %prec **UNI\_MINUS** { newExprFields(createUnaryOp(**UniMinus**, $2)) }

| **EXCLAMATION** expr { newExprFields(createUnaryOp(**Not**, $2)) }

| **CARET** **LPAREN** lattice **RPAREN** { newExprFields(createUnaryOp(**DontOpt**, createParenthisizedLattice($3))) }

/\*=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=\*/

/\*=-=-=-=-= **Defining** **Left**-**Value** **Names** =-=-=-=-=-=\*/

/\*=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=-=\*/

lvalue:

name { $1 }

| **LPAREN** lattice **RPAREN** { createParenthisizedLattice($2) }

| **CARET** name { newExprFields(createUnaryOp(**DontOpt**, $2)) }

name:

rest\_of\_name { newExprFields(**NameListExpr**($1)) }

| at\_operation { newExprFields(**NameListExpr**($1)) }

| at\_operation **DOT** rest\_of\_name { newExprFields(**NameListExpr**(combineTwoNameLists($1, $3))) }

rest\_of\_name:

**PREDEFINED\_LABEL** { {nameList = [**PredefinedLabel**(getPredefinedLabel($1))]} }

| label %prec **NO\_TOKEN** { {nameList = [**Id**($1)]} }

| rest\_of\_name **DOT** rest\_of\_name { combineTwoNameLists($1, $3) }

| rest\_of\_name **LSQBRACKET** altlat **RSQBRACKET** { combineTwoNameLists($1, {nameList=[**IndexingOp**(**Seq**, $3)]}) }

| rest\_of\_name **LBRACE** altlat **RBRACE** { combineTwoNameLists($1, {nameList=[**IndexingOp**(**Alt**, $3)] }) }

| **LBRACE** altlat **RBRACE** { {nameList = [**Each**($2)]} }

at\_operation:

**AT** **INTEGER** { createAtOperationOfInt($2) }

| **AT** **ID** { createAtOperationOfId($2) }

| **AT** **LPAREN** altlat **RPAREN** { createAtOperationOfAltlat($3) }

number:

**INTEGER** { newExprFields(**ConstExpr**(**IntLiteral**($1))) }

| **FLOAT** { newExprFields(**ConstExpr**(**FloatLiteral**($1))) }

## latte.ml Source Code

*(\*\**

*\*\* Lattakia Compiler*

*\*\* Columbia University COMS-4115*

*\*\* Programming Languages and Translators*

*\*\* Authors:*

*\*\* Wael Salloum*

*\*\* Heba ElFardy*

*\*\* Katherine Scott*

*\*\*)*

**open** **Ast**

**open** **LatticeCreation**

**open** **SemanticAnalysis**

**open** **Evaluate**

**open** **PrintLattice**

**let** testMode = false;;

**let** \_ =

*(\* Lexical Analysis \*)*

**let** lexbuf = **Lexing**.from\_channel stdin **in**

*(\* Syntactic Analysis \*)*

**let** latticeAndEnv = **Latparser**.lattice **Scanner**.token lexbuf **in**

**let** env = snd latticeAndEnv **in**

**let** lattice = createNewLatFromLatEnvTuple(latticeAndEnv, env.namesOfCurrLat) **in**

**if** testMode **then**

print\_endline (**"\n\t>>>>> Parser Output <<<<<\n"** ^ (**PrintLattice**.toString lattice {printEnv.options **with** doProcessSymbolTable = false; doAnnotateTypes=false}));

*(\* Semantic Analysis \*)*

**let** (lattice, latticeType) = **SemanticAnalysis**.analyzeSemantics lattice **in**

**if** testMode **then** ( print\_endline (**"\n\t>>>>> Semantic Output <<<<<\n"** ^ (**PrintLattice**.toString lattice {printEnv.options **with** doProcessSymbolTable=true; doAnnotateTypes=true}));

print\_endline (**if** **List**.length env.errorTable != 0 **then** (**"\n\t>>>>> Errors <<<<<\n"**^(stringOfErrorTable env.errorTable)) **else** **"No Errors"**)

);

**if** (**match** latticeType **with**

| (**MismatchType**, \_) -> print\_endline(**"Semantic Analysis >> Error: Type Mismatch: "**^(**PrintLattice**.dataStructTypeToString latticeType)); true

| (**UnresolvedType**, \_) -> **if** testMode **then** print\_endline(**"Semantic Analysis >> Ambiguity: Unresolved Type: "**^(**PrintLattice**.dataStructTypeToString latticeType)); false

| (x, y) -> **if** testMode **then** print\_endline(**"Semantic Analysis >> Succeeded! Lattice Type: "**^(**PrintLattice**.dataStructTypeToString latticeType)); false

) **then** () **else** *(\*Continue\*)*

**if** (**List**.length env.errorTable) > 0 **then** () **else** (

*(\* Execution (The Interpreter) \*)*

**let** exprValue = **Evaluate**.eval lattice **in**

*(\* Output \*)*

**PrintLattice**.printEnv.options <- {processCode=false; doProcessSymbolTable = false; doAnnotateTypes=false};

**let** result = gs (**PrintLattice**.processExprValue exprValue) **"FATAL ERROR: COULD NOT EVALUATE THE LATTICE!"** **in**

print\_endline ( (**if** testMode **then** **"\n\t>>>>> Final Output <<<<<\n"** **else** **""**)^ result ^ **"\n"**)

)

## latticeCreation.ml Source Code

**open** **Ast**

*(\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*)*

*(\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* Helpers (Auxiliary Function) \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*)*

*(\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*)*

**let** rf *(\*raise failure\*)* str = raise (**Failure**(str))

**let** gs *(\*get Some\*)* opt msg = **match** opt **with** **Some**(value) -> value | \_ -> (rf(**if**(**String**.length msg) = 0 **then** **"BUG"** **else** msg))

**let** incr\_linenum lexbuf =

**let** pos = lexbuf.**Lexing**.lex\_curr\_p **in**

lexbuf.**Lexing**.lex\_curr\_p <- { pos **with**

**Lexing**.pos\_lnum = pos.**Lexing**.pos\_lnum + 1;

**Lexing**.pos\_bol = pos.**Lexing**.pos\_cnum;

};

env.lineNumber <- pos.**Lexing**.pos\_lnum;

env.charOffset <- pos.**Lexing**.pos\_cnum;

;;

**let** addToErrorTable ((\_errorMessage: errorMessageType), (\_errorPlace: exprCodeType option)) =

*(\* let start\_pos = Parsing.rhs\_start\_pos 3 in Parsing.*

*let end\_pos = Parsing.rhs\_end\_pos 3 in*

*printf "%d.%d-%d.%d: division by zero"*

*start\_pos.pos\_lnum (start\_pos.pos\_cnum - start\_pos.pos\_bol)*

*end\_pos.pos\_lnum (end\_pos.pos\_cnum - end\_pos.pos\_bol);\*)*

env.errorTable <- {errMessage = \_errorMessage; errPlace = \_errorPlace; lineNum = env.lineNumber; offset = env.charOffset} :: env.errorTable;

;;

**let** addToWorningTable ((\_errorMessage: errorMessageType), (\_errorPlace: exprCodeType option)) =

env.worningTable <- {errMessage = \_errorMessage; errPlace = \_errorPlace; lineNum = env.lineNumber; offset = env.charOffset} :: env.worningTable

;;

**let** createEmptyLattice \_elements =

{

latDataStructType = (**UnresolvedType**, **Seq**);

latNature = **Object**;

latEval = **None**;

paramNameList = **None**;

paramTypeList = **None**;

hasChanged = true;

optimize = true;

lattice = **Seqlat** {elements = \_elements; symbols = {parent=**None**; hash=**StringMap**.empty}};

}

;;

**let** createLatticeFieldsFromLatticeType latticeTypeRecord=

{

latDataStructType = (**UnresolvedType**, **UndeterminedStruct**);

latNature = **Object**;

latEval = **None**;

paramNameList = **None**;

paramTypeList = **None**;

hasChanged = true;

optimize = true;

lattice = latticeTypeRecord;

}

;;

**let** createNewLatFromLatEnvTuple(\_latticeEnvTuple, (\_symbolTable: symbolTableType)) =

**let** (latticeElements, latEnv) = \_latticeEnvTuple **in**

**if** (**List**.length latticeElements <= 1) && (**StringMap**.is\_empty \_symbolTable.hash) && false **then**

**let** innerLatFields = **List**.hd latticeElements **in** (**match** innerLatFields.lattice **with**

| **Seqlat**(innerSeqlat) -> innerSeqlat.symbols.parent <- \_symbolTable.parent

| \_ -> ());

innerLatFields

**else**

**let** innerSeqlat =

**Seqlat** {

elements = latticeElements;

symbols = \_symbolTable;

} **in**

createLatticeFieldsFromLatticeType innerSeqlat

**let** createExprFieldsFromLatticeFields (\_latFields: **Ast**.latticeFields) =

{

exprDataStructType = \_latFields.latDataStructType;

exprCode = **LatticeExpr**(\_latFields); *(\*ConstExpr | LatticeExpr | OpExpr | NameListExpr \*)*

exprEval = **NotEvaluated**; *(\*ConstExpr | LatticeExpr \*)*

exprChanged = true; *(\*a constant cannot change\*)*

expDependers = [];

expDependees = [];

}

**let** createExprFieldsFromExprCodeType(exprCode: **Ast**.exprCodeType) =

{

exprDataStructType = (**UnresolvedType**, **UndeterminedStruct**);

exprCode = exprCode; *(\*ConstExpr | LatticeExpr | OpExpr | NameListExpr \*)*

exprEval = **NotEvaluated**; *(\*ConstExpr | LatticeExpr \*)*

exprChanged = true; *(\*a constant cannot change\*)*

expDependers = [];

expDependees = [];

}

**let** convertExprValueTypeToExprCodeType(exprValue: **Ast**.exprValueType) =

(**match** exprValue **with**

| **ConstValue**(const) -> **ConstExpr**(const)

| **LatticeValue**(lat) -> **LatticeExpr**(lat)

| **NotEvaluated** -> **ConstExpr**(**Nil**)

)

*(\*A shorter name only\*)*

**let** newExprFields (exprCode: **Ast**.exprCodeType) = createExprFieldsFromExprCodeType exprCode

**let** getDataTypeForPredefinedLabel id = **match** id **with**

0 -> **Int** *(\*LENGTH\*)*

| 1 -> **Int** *(\*COUNT\*)*

| 2 -> **UnresolvedType** *(\*CLONE\*)*

| 3 -> **UnresolvedType** *(\*REVERSE\*)*

| 4 -> **UnresolvedType** *(\*RETURN\*)*

| 5 -> **UnresolvedType***(\*LOOP\*)*

| 6 -> **General** *(\*GET\_LOST\*)*

| 10 -> **UnresolvedType** *(\*LABELS\*)*

| \_ -> raise (**Failure** (**"BUG: getPredefinedLabel(): id our of range: id = "**^string\_of\_int id))

;;

**let** getPredefinedLabel id = **match** id **with**

0 -> **LENGTH**

| 1 -> **COUNT**

| 2 -> **CLONE**

| 3 -> **REVERSE**

| 4 -> **RETURN**

| 5 -> **LOOP**

| 6 -> **GET\_LOST**

| 10 -> **LABELS**

| \_ -> raise (**Failure** (**"BUG: getPredefinedLabel(): id our of range: id = "**^string\_of\_int id))

**let** **rec** createNewSymbol (\_name, \_scope, \_paramList, \_dependers, \_dependees, (\_altlatFields: **Ast**.latticeFields)) =

**let** symbolValue = (**match** \_scope **with**

| **Local** -> **LocalValueLattice**(ref (\_altlatFields))

| **Label** -> **LabelIndex**(env.labelIdGenerator)

| **UnresolvedSymbol** -> rf(**"Runtime Exception: createNewSymbol(): UnresolvedSymbol!"**)

) **in**

{

symName = \_name;

symDataStructType = \_altlatFields.latDataStructType;

symValue = symbolValue;

symbolScope = \_scope;

parameterNameList = \_paramList;

parameterTypeList = **None**;

dependers = \_dependers;

dependees = \_dependees;

}

**and** addParamListToSeqlatSymbols(\_paramList, \_symbolTable) =

**let** symTable = (**match** \_paramList **with**

| [] -> \_symbolTable

| paramName::tl -> ((

**if** **StringMap**.mem paramName \_symbolTable.hash **then**

addToErrorTable(**SemIdentifierMultipleDefinition**, **None**)

**else**

**let** paramSymbol = createNewSymbol (paramName, **Local**, **None**, [], [], (createEmptyLattice [])) **in**

\_symbolTable.hash <- **StringMap**.add paramName paramSymbol \_symbolTable.hash);

addParamListToSeqlatSymbols(tl, \_symbolTable)

)

)

**in** symTable

**and** createNewIntLiteralLattice i =

{

exprDataStructType = (**Int**, **Wrd**);

exprCode = **ConstExpr**(**IntLiteral**(i)); *(\*ConstExpr | LatticeExpr | OpExpr | NameListExpr \*)*

exprEval = **ConstValue**(**IntLiteral**(i)); *(\*ConstExpr | LatticeExpr \*)*

exprChanged = false; *(\*a constant cannot change\*)*

expDependers = [];

expDependees = [];

}

**and** getSymbolTableFromSeqlat \_latticeFieldsSeqlat = **match** \_latticeFieldsSeqlat.lattice **with**

| **Seqlat**(seqlat) -> seqlat.symbols

| **Expr**(expr) -> (**match** expr.exprCode **with** **LatticeExpr**(lat) -> getSymbolTableFromSeqlat lat | \_ -> rf(**"BUG: getSymbolTableFromSeqlat()!"**))

| \_ -> rf(**"BUG: getSymbolTableFromSeqlat()!"**)

*(\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*)*

*(\*For Evaluation\*)*

**and** getLatticeFieldsByIndex(\_latticeFields, \_index) =

**match** \_latticeFields.lattice **with**

| **Seqlat**(seqlat) -> **List**.nth seqlat.elements \_index

| **Expr**(expr) -> (**match** expr.exprCode **with** **LatticeExpr**(lat) -> getLatticeFieldsByIndex(lat, \_index) | \_ -> raise(**Not\_found**))

| \_ -> raise(**Not\_found**)

*(\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*)*

*(\*Symbol Table\*)*

**and** findInCurrentSymbolTable(\_symbolTable, \_symName) =

**if** **StringMap**.mem \_symName \_symbolTable.hash **then**

**Some**( **StringMap**.find \_symName \_symbolTable.hash )

**else**

**None**

**and** findInSymbolTable(\_symbolTable, \_symName) =

**if** **StringMap**.mem \_symName \_symbolTable.hash **then**

**Some**((**StringMap**.find \_symName \_symbolTable.hash))

**else**

**match** \_symbolTable.parent **with**

| **None** -> **None**

| **Some**(\_\_symbolTable) -> findInSymbolTable(\_\_symbolTable, \_symName)

**and** findRefInSymbolTable(\_symbolTable, \_symName) =

**if** **StringMap**.mem \_symName \_symbolTable.hash **then**

**Some**(ref (**StringMap**.find \_symName \_symbolTable.hash))

**else**

**match** \_symbolTable.parent **with**

| **None** -> **None**

| **Some**(\_\_symbolTable) -> findRefInSymbolTable(\_\_symbolTable, \_symName)

*(\*-------------------------------------------------------------------------------------\*)*

**and** findNameTypeSymbolInLatticeFields(\_latticeF, \_nameType) =

**let** symbolTable = **try** getSymbolTableFromSeqlat \_latticeF **with** e -> raise **Not\_found** **in**

**match** \_nameType **with**

| **This** -> rf(**"Not Implemented: 'This'!"**)

| **PredefinedLabel**(predefinedLabel) -> (**None**, **None**)

| **IndexingOp**(structureType, latticeT) -> *(\*uses: Seq (for []), Alt (for {}), and UndeterminedStruct (for @)\*)*

(**None**, **None**)

| **HashOp**(exprF) -> rf(**"Not Implemented: 'Hash'!"**)

| **Id**(str) ->

**let** symbolOpt = findInSymbolTable(symbolTable, str) **in**

**let** latticeOpt = (**match** symbolOpt **with**

| **None** -> raise (**Not\_found**)

| **Some**(symbol) -> (**match** (symbol).symValue **with**

| **LabelIndex**(ind) -> **Some**(getLatticeFieldsByIndex(\_latticeF, ind))

| **LocalValueLattice**(latFRef) -> **Some**(!latFRef)

)) **in**

(symbolOpt, latticeOpt)

| **Each**(latticeT) -> (**None**, **None**)

**and** findNameListSymbolInLatticeFields(\_latticeF, \_nameList) =

**match** \_nameList **with**

| [hd] -> findNameTypeSymbolInLatticeFields(\_latticeF, hd)

| hd::tl -> **let** (symOpt, latOpt) = findNameTypeSymbolInLatticeFields(\_latticeF, hd) **in**

(**match** latOpt **with**

| **None** -> (symOpt, **None**)

| **Some**(lat) -> findNameListSymbolInLatticeFields(lat, tl)

)

| [] -> rf(**"BUG: getNameListFromSymbolTable!"**)

*(\*deprecated\*)*

**and** findNameListSymbolInLatticeFieldsOpt(\_latticeF, \_nameList) =

**try** **Some**(findNameListSymbolInLatticeFields(\_latticeF, \_nameList))

**with** \_ -> **None**

*(\*-------------------------------------------------------------------------------------\*)*

**and** addLocalToSymbolTable(\_symbolTable, \_symName, \_paramList, (expr: **Ast**.exprFields)) =

**let** found = (**match** findInCurrentSymbolTable(\_symbolTable, \_symName) **with**

| **None** -> false

| **Some**(\_) -> true) **in**

**if** found **then**

addToErrorTable(**SemIdentifierMultipleDefinition**, **None**)

**else**

**let** symbol = createNewSymbol(\_symName, **Local**, \_paramList, [], [],

createLatticeFieldsFromLatticeType (**Expr**(expr))) **in**

\_symbolTable.hash <- **StringMap**.add \_symName symbol \_symbolTable.hash

*(\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*)*

*(\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* Lattice Creation Functions \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*)*

*(\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*)*

**let** incLabelIdGen lastId =

env.labelIdGenerator <- lastId + 1

;;

*(\* >>>>> lattice: Append lattice list for building a Seqlat <<<<< \*)*

**let** appendListForSeqlat(\_labAltlat, \_lattice) =

(\_labAltlat::\_lattice)

;;

*(\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*)*

*(\* >>>>> labeled\_altlat: Create Labeled Altlat <<<<< \*)*

**let** createLabeledAltlat(\_label, (\_altlat: **Ast**.latticeType)) =

**let** altlatFields = createLatticeFieldsFromLatticeType \_altlat **in**

**ignore** (**match** findInCurrentSymbolTable(env.namesOfCurrLat, \_label) **with**

| **None** ->

**let** newLabel = createNewSymbol(\_label, **Label**, **None**, [], [ref (createExprFieldsFromLatticeFields altlatFields)], altlatFields) **in**

env.namesOfCurrLat.hash <- **StringMap**.add \_label newLabel env.namesOfCurrLat.hash;

newLabel

| **Some**(oldLabel) ->

addToErrorTable(**SemIdentifierMultipleDefinition**, **Some**(**LatticeExpr**(altlatFields)));

oldLabel

);

\_altlat

;;

*(\* >>>>> labeled\_altlat: Create Parameterized Labeled Altlat <<<<< \*)*

**let** createParamLabeledAltlat(\_label, \_paramList, (\_altlat: **Ast**.latticeType)) =

**let** altlatFields = createLatticeFieldsFromLatticeType \_altlat **in**

**ignore** (**match** findInCurrentSymbolTable(env.namesOfCurrLat, \_label) **with**

| **None** ->

**let** newLabel = createNewSymbol(\_label, **Label**, **Some**(\_paramList), [], [ref (createExprFieldsFromLatticeFields altlatFields)], altlatFields) **in**

env.namesOfCurrLat.hash <- **StringMap**.add \_label newLabel env.namesOfCurrLat.hash;

newLabel

| **Some**(oldLabel) ->

addToErrorTable(**SemIdentifierMultipleDefinition**, **Some**(**LatticeExpr**(altlatFields)));

oldLabel

);

**let** newParamSeqlat = createEmptyLattice [altlatFields] **in**

**let** innerSeqlat = (**match** newParamSeqlat.lattice **with**

| **Seqlat**(seqlat) ->

seqlat.symbols <- (addParamListToSeqlatSymbols(\_paramList, seqlat.symbols)); seqlat

| \_ -> rf(**"BUG: createParamLabeledAltlat()"**)

) **in**

newParamSeqlat.lattice <- **Seqlat**(innerSeqlat);

newParamSeqlat.paramNameList <- **Some**(\_paramList);

**Expr**(createExprFieldsFromLatticeFields(newParamSeqlat))

;;

*(\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*)*

*(\* >>>>> altlat: Create Parameterized Labeled Altlat <<<<< \*)*

**let** createPredicateLattice(\_condition, \_expr) = **Predicate**

{

expr = \_expr;

condition = \_condition;

}

;;

*(\* >>>>> altlat: Concatenate two list of alternatives to create an Altlat <<<<< \*)*

**let** appendListForAltlat((\_alt1: latticeType), (\_alt2: latticeType)) =

**let** list1 = (**match** \_alt1 **with**

| **Altlat**(alt1) -> alt1.alternatives

| \_ -> [createLatticeFieldsFromLatticeType(\_alt1)]) **in**

**let** list2 = (**match** \_alt2 **with**

| **Altlat**(alt2) -> alt2.alternatives

| \_ -> [createLatticeFieldsFromLatticeType(\_alt2)]) **in**

**Altlat** {

alternatives = list1 @ list2;

each = false;

}

;;

*(\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*)*

*(\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* Expression Creation Functions \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*)*

*(\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*)*

**let** processSymbolTableKeys \_symbolTable =

**let** keyList = **StringMap**.fold(**fun** x y z -> x ^**", "** ^ z) \_symbolTable.hash **""** **in**

keyList

**let** pushNewSymbolTable \_ =

**let** newSymTab = {parent = **Some**(env.namesOfCurrLat); hash = **StringMap**.empty} **in**

env.namesOfCurrLat <- newSymTab;

env.parentStackLabelIdGenerator <- env.labelIdGenerator :: env.parentStackLabelIdGenerator;

env.labelIdGenerator <- -1

**let** popOldSymbolTable \_ =

env.poppedSymbolTable <- env.namesOfCurrLat;

(**match** env.namesOfCurrLat.parent **with**

| **None** -> rf(**"BUG: createParenthisizedLattice(): No Parent Symbol Table!"**)

| **Some**(parent) -> env.namesOfCurrLat <- parent);

env.labelIdGenerator <- (**List**.hd env.parentStackLabelIdGenerator);

env.parentStackLabelIdGenerator <- (**List**.tl env.parentStackLabelIdGenerator)

;;

**let** createParenthisizedLattice(lattice) =

popOldSymbolTable(env);

**let** parenthisizedLat = createNewLatFromLatEnvTuple(lattice, env.poppedSymbolTable) **in**

**let** latExpr = newExprFields(**match** parenthisizedLat.lattice **with**

| **Expr**(ex) -> ex.exprCode

| \_ -> **LatticeExpr**(parenthisizedLat)

) **in**

latExpr

*(\* >>>>> expr: <<<<< \*)*

**let** createBinOp(op1, op, op2) =

**OpExpr**({operator = op; operand1 = op1; operand2 = **Some**(op2)})

**let** createUnaryOp(\_operator, \_operand) =

**OpExpr**({operator = \_operator; operand1 = \_operand; operand2 = **None**})

**let** createParamLocal (\_id, \_paramList, (expr: **Ast**.exprFields)) =

addLocalToSymbolTable(env.namesOfCurrLat, \_id, **Some**(\_paramList), expr);

**let** newParamSeqlat = createEmptyLattice [createLatticeFieldsFromLatticeType(**Expr**(expr))] **in**

**let** innerSeqlat = (**match** newParamSeqlat.lattice **with**

| **Seqlat**(seqlat) ->

seqlat.symbols <- (addParamListToSeqlatSymbols(\_paramList, seqlat.symbols)); seqlat

| \_ -> rf(**"BUG: createParamLabeledAltlat()"**)

) **in**

newParamSeqlat.lattice <- **Seqlat**(innerSeqlat);

newParamSeqlat.paramNameList <- **Some**(\_paramList);

**let** newExpr = (createExprFieldsFromLatticeFields(newParamSeqlat)) **in**

newExprFields(createBinOp(newExprFields(**NameListExpr**({nameList = [**Id**(\_id)]})), **Define**, newExpr))

**let** createLocal ((\_id: string), (expr: **Ast**.exprFields)) =

addLocalToSymbolTable(env.namesOfCurrLat, \_id, **None**, expr);

newExprFields(createBinOp(newExprFields(**NameListExpr**({nameList = [**Id**(\_id)]})), **Define**, expr))

**let** createDirectAccessExprFields(\_lattice, \_nameList) =

**let** latticeExpr = createParenthisizedLattice(\_lattice) **in**

**let** seqlatExpr = **match** latticeExpr.exprCode **with**

| **LatticeExpr**(\_) -> latticeExpr

| \_ -> newExprFields(**LatticeExpr**(createEmptyLattice [createLatticeFieldsFromLatticeType (**Expr**(latticeExpr))]))

**in** newExprFields(createBinOp(seqlatExpr, **DirectAccess**, newExprFields(**NameListExpr**(\_nameList))))

*(\* >>>>> lvalue: <<<<< \*)*

*(\* >>>>> name: AND rest\_of\_name: <<<<< \*)*

**let** combineTwoNameLists(first, second) = first.nameList <- first.nameList @ second.nameList; first

*(\* >>>>> at\_operation: <<<<< \*)*

**let** createAtOperation (\_offsetExprFields: exprFields)=

**let** (offsetExprFields: exprFields) = \_offsetExprFields **in**

**let** currentIndex = newExprFields(**NameListExpr**({nameList = [**PredefinedLabel**(**INDEX**)]})) **in**

**let** calculatedIndex = newExprFields(createBinOp(currentIndex,**Plus**,offsetExprFields)) **in**

{ nameList = [**PredefinedLabel**(**SUBJECT**); **IndexingOp**(**UndeterminedStruct**, **Expr**(calculatedIndex))] }

**let** createAtOperationOfInt (\_offset: int) =

**let** (offsetExprFields: exprFields) = newExprFields(**ConstExpr**(**IntLiteral**(\_offset))) **in**

createAtOperation(offsetExprFields)

**let** createAtOperationOfId (\_offset: string) =

**let** (offsetExprFields: exprFields) = newExprFields(**NameListExpr**({nameList = [**Id**(\_offset)]})) **in**

createAtOperation(offsetExprFields)

**let** createAtOperationOfAltlat (\_offset: latticeType) =

**let** (offsetExprFields: exprFields) =

newExprFields(**LatticeExpr**(createLatticeFieldsFromLatticeType(\_offset))) **in**

createAtOperation(offsetExprFields)

*(\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*)*

**let** **rec** getSeqlatFromLatticeFields \_latticeFRef = **match** (!\_latticeFRef).lattice **with**

| **Seqlat**(seqlat) -> ref seqlat

| **Expr**(expr) -> (**match** expr.exprCode **with** **LatticeExpr**(lat) -> getSeqlatFromLatticeFields (ref lat) | \_ -> rf(**"BUG: getSymbolTableFromSeqlat()!"**))

| \_ -> rf(**"BUG: Expected Seqlat but not found!"**)

**let** **rec** setSeqlatFromLatticeFields(\_latticeFRef, \_seqlat) = **match** (!\_latticeFRef).lattice **with**

| **Seqlat**(seqlat) -> ((!\_latticeFRef).lattice <- **Seqlat**(!\_seqlat); \_latticeFRef)

| **Expr**(expr) -> (**match** expr.exprCode **with**

| **LatticeExpr**(lat) -> (**let** resLat = setSeqlatFromLatticeFields((ref lat), \_seqlat) **in**

expr.exprCode <- **LatticeExpr**(!resLat); (!\_latticeFRef).lattice <- **Expr**(expr); \_latticeFRef)

| \_ -> rf(**"BUG: getSymbolTableFromSeqlat()!"**))

| \_ -> rf(**"BUG: Expected Seqlat but not found!"**)

**let** getSeqlatElementsFromLatticeFields \_latticeF = **match** \_latticeF.lattice **with**

| **Seqlat**(seqlat) -> seqlat.elements

| \_ -> [\_latticeF]

## Scanner.ml Source Code

*(\*\**

*\*\* Lattakia Compiler*

*\*\* Columbia University COMS-4115*

*\*\* Programming Languages and Translators*

*\*\* Authors:*

*\*\* Wael Salloum*

*\*\*)*

{ **open** **Ast**

**open** **LatticeCreation**

**open** **Latparser**

**let** length=0;; **let** count=1;; **let** clone=2;; **let** reverse=3;; **let** return=4;; **let** loop=5;; **let** getlost=6;;

**let** labels=10;;

}

rule token = parse

[**' '** **'\t'**] { token lexbuf } *(\* Whitespace \*)*

| [**'\r'** **'\n'**] { incr\_linenum lexbuf; token lexbuf } *(\* Whitespace \*)*

| **".."** { singleLineComment lexbuf }

| **"\*\*"** { multiLineComment lexbuf }

| **'('** { pushNewSymbolTable(env); **LPAREN** } | **')'** { **RPAREN** } *(\* Punctuation \*)*

| **'{'** { **LBRACE** } | **'}'** { **RBRACE** }

| **'['** { **LSQBRACKET** } | **']'** { **RSQBRACKET** }

| **'^'** {**CARET**}

| **'+'** { **PLUS** } | **'-'** { **MINUS** }

| **'\*'** { **TIMES** } | **'/'** { **DIVIDE** }

| **'%'** { **PERCENT** }

| **'|'** { **PIPE** } | **'~'** { **TILDE** }

| **'!'** { **EXCLAMATION** } | **'?'** { **QUEST** }

| **';'** { **SEMI** } | **':'** { **COLON** }

| **'@'** { **AT** }

| **'.'** {**DOT**}

| **"def"** {**DEF**}

| **'='** { **ASSIGN** } | **"?="** { **QUEST\_ASSIGN** }

| **"=="** { **EQ** } | **"!="** { **NEQ** }

| **"&&"** { **AND** } | **"||"** { **OR** }

| **'<'** { **LT** } | **'>'** { **GT** }

| **"<="** { **LEQ** } | **">="** { **GEQ** }

| **"let"** { **LET** }

| **"true"** { **TRUE** } | **"false"** { **FALSE** }

| **"this"** { **THIS** } | **"nil"** { **NIL** }

| **"epsilon"** { **EPSILON** }

| **"length"** { **PREDEFINED\_LABEL**(length) } | **"count"** { **PREDEFINED\_LABEL**(count) }

| **"clone"** { **PREDEFINED\_LABEL**(clone) } | **"labels"** { **PREDEFINED\_LABEL**(labels) }

| **"return"** { **PREDEFINED\_LABEL**(return) } | **"loop"** { **PREDEFINED\_LABEL**(loop) }

| **"getlost"** { **PREDEFINED\_LABEL**(getlost) }

| eof { **EOF** }

| **'\"'**([^**'\"'**])\***'\"'** **as** lxm { **STRING\_LITERAL**(**String**.sub lxm 1 ((**String**.length lxm)-2)) }

| (**'-'**)?[**'0'**-**'9'**]+**'.'**[**'0'**-**'9'**]+ **as** lxm { **FLOAT**(float\_of\_string lxm) }

| [**'0'**-**'9'**]+ **as** lxm { **INTEGER**(int\_of\_string lxm) }

| [**'a'**-**'z'** **'A'**-**'Z'** **'\_'**][**'a'**-**'z'** **'A'**-**'Z'** **'0'**-**'9'** **'\_'**]\* **as** lxm { **ID**(lxm) }

| \_ **as** char { addToErrorTable(**LexUndefinedSymbol**(**Char**.escaped char), **None**); **NIL**}

**and** singleLineComment = parse

**"\n"** { token lexbuf }

| eof { **EOF** }

| \_ { singleLineComment lexbuf }

**and** multiLineComment = parse

**"\*\*"** { token lexbuf }

| eof { **EOF** }

| \_ { multiLineComment lexbuf }

## semanticAnalysis.ml Source Code

*(\*\**

*\*\* Lattakia Compiler*

*\*\* Columbia University COMS-4115*

*\*\* Programming Languages and Translators*

*\*\* Authors:*

*\*\* Wael Salloum*

*\*\* Katherine Scott*

*\*\*)*

*(\* Semantic Analysis \*)*

**open** **Ast**

**open** **LatticeCreation**

**open** **PrintLattice**

*(\**

*\*\*\* Basic concept here:*

*\*\*\* descend down the AST and drag the envType with us*

*\*\*\* - if we can find a check to do, do it, if we hit an error*

*\*\*\* add it to the environment*

*\*)*

*(\*\**

*\*\*\* FOR THE REPORT*

*\*\*\* Each lattakia type is made up of:*

*\*\*\* dataStructTypeType = dataTypeType \* structureTypeType*

*\*\*\* We need to have multiple levels of semantic checking*

*\*\*\* We have three primitive types (structureTypeType)*

*\*\*\* (seqlat, altlat, wrd) These can only do operations*

*\*\*\* between ones of the same type*

*\*\*\* i.e.*

*\*\*\* seqlat(op)seqlat ...*

*\*\*\**

*\*\*\* Additionally inside each primitive type there is what*

*\*\*\* we call a specific type (dataTypeType) which is int, float, string, boolean.*

*\*\*\* If the primitive type matches then we need to on and check that*

*\*\*\* each specific type also matches.*

*\*\*\**

*\*\*)*

**let** dataTypeToString \_dataType =

**match** \_dataType **with** **Int** -> **"int"** | **Float** -> **"float"** | **Boolean** -> **"boolean"** | **String** -> **"string"** | **General** -> **"general"**

| **UnresolvedType** -> **"unresolved"** | **Diverse** -> **"diverse"** | **MismatchType** -> **"mismatch"**

**let** structTypeToString \_dataType =

**match** \_dataType **with** **Seq** -> **"seqlat"** | **Alt** -> **"altlat"** | **Wrd** -> **"predicate"** | **UndeterminedStruct** -> **"undetermined"**

**let** dataStructTypeToString \_dataStructTuple = **"("**^(dataTypeToString(fst \_dataStructTuple))^**", "**^(structTypeToString(snd \_dataStructTuple)) ^ **")"**

*(\*------------------------------------------------------------------------------------------------\*)*

*(\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*)*

*(\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*)*

*(\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*)*

**type** symanticEnv = {

**mutable** currentLat: latticeFields;

**mutable** parentStack: latticeFields list;

}

**let** symEnv = {currentLat = **LatticeCreation**.createEmptyLattice []; parentStack = []}

**let** **rec** analyzeSemantics \_lattice = *(\*return an error string -if it is empty we are good\*)*

**let** latticeType = processLatticeReturnType \_lattice **in** (\_lattice, latticeType)

**and** processLatticeReturnType (\_lattice: latticeFields) = *(\*input a latticeFields, which is our AST\*)*

**let** latticeType = (**match** \_lattice.lattice **with**

| **Seqlat**(seqlat) -> (

symEnv.parentStack <- symEnv.currentLat :: symEnv.parentStack *(\*PUSH\*)*;

symEnv.currentLat <- \_lattice;

**let** seqlatString = processSeqlatReturnType seqlat **in**

symEnv.currentLat <- **List**.hd symEnv.parentStack *(\*POP\*)*;

symEnv.parentStack <- **List**.tl symEnv.parentStack *(\*Remove\*)*;

seqlatString

)

| **Altlat**(altlat) -> processAltlatReturnType altlat

| **Predicate**(pred) -> processPredicateReturnType pred

| **Expr**(expr) -> processExprReturnType expr

) **in** \_lattice.latDataStructType <- latticeType; latticeType

*(\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*)*

**and** processSeqlatReturnType \_seqlat = *(\*do the seq lat \*)*

**let** hd = (**List**.hd \_seqlat.elements) **in**

getLatticeListType(\_seqlat.elements, processLatticeReturnType hd, **Diverse**)

*(\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*)*

**and** processAltlatReturnType \_altlat = *(\*do the alt lat \*)*

**let** hd = (**List**.hd \_altlat.alternatives) **in**

**let** resultType = getLatticeListType(\_altlat.alternatives, processLatticeReturnType hd, **MismatchType**) **in**

**if** (fst resultType) = **MismatchType** **then** addToErrorTable(**SemTypeMismatch**, **None**) **else** (); resultType

*(\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*)*

*(\* go through a lattice list and make sure all of the types are the same \*)*

**and** getLatticeListType(\_latticeList, (\_prevType: dataStructTypeType), (\_mismatchType: dataTypeType)) =

**match** \_latticeList **with**

| [] -> \_prevType

| hd::tl -> **let** (hdType: dataStructTypeType) = processLatticeReturnType hd **in**

**if** ((fst \_prevType) = (fst hdType)) && ((snd \_prevType) = (snd hdType)) **then** (getLatticeListType(tl, hdType, \_mismatchType))

**else** (\_mismatchType, **UndeterminedStruct**)

*(\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*)*

**and** processPredicateReturnType \_pred =

*(\* Use the symbol table to compare predicate types - i.e no int < string \*)*

**let** condReturnType = (processExprReturnType \_pred.condition) **in**

**let** predReturnType = processExprReturnType \_pred.expr **in**

**match** condReturnType **with**

| (**Boolean**, **Wrd**) -> predReturnType

| (\_, \_) -> addToErrorTable(**SemPredicateTypeNotBoolean**, **None**); (**MismatchType**, **UndeterminedStruct**)

*(\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*)*

*(\* Do a expression return a type\*)*

**and** processExprReturnType (\_expr: exprFields) =

**let** exprType = (**match** \_expr.exprCode **with**

| **ConstExpr**(const) -> processConstReturnType const

| **OpExpr**(op) -> processOpReturnType op *(\*lookup from symbol table\*)*

| **NameListExpr**(nameList) -> processNameListReturnType(symEnv.currentLat, nameList.nameList)

| **LatticeExpr**(lattice) -> processLatticeReturnType lattice

) **in** \_expr.exprDataStructType <- exprType;

exprType

*(\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*)*

**and** isWordOperator = **function**

| **Plus** -> true | **Minus** -> true | **Times** -> true | **Divide** -> true | **Percent** -> true | **Or** -> true | **And** -> true | **Less** -> true

| **UniMinus** -> true | **Not** -> true | **LessOrEqual** -> true | **Greater** -> true | **GreaterOrEqual** -> true

| \_ -> false

*(\*Tilde | Eval | DontOpt | Let | DirectAccess | Assign | FuncCall | Define | Equal | NotEqual\*)*

**and** doCheckOperandsBeforeCheckingOperator = **function**

| **Plus** -> true | **Minus** -> true | **Times** -> true | **Divide** -> true | **Percent** -> true | **Or** -> true | **And** -> true | **Less** -> true

| **UniMinus** -> true | **Not** -> true | **LessOrEqual** -> true | **Greater** -> true | **GreaterOrEqual** -> true

| **Tilde** -> true | **Eval** -> true | **DontOpt** -> true | **Let** -> true | **DirectAccess** -> false | **Assign** -> true

| **FuncCall** -> true | **Define** -> false | **Equal** -> true | **NotEqual** -> true

*(\* given an operation expression return the type it \_should\_ return \*)*

**and** processOpReturnType op =

**let** op1type = **if** doCheckOperandsBeforeCheckingOperator op.operator **then** processExprReturnType op.operand1 **else** (**General**, **Wrd**) **in**

**let** op2type = **if** doCheckOperandsBeforeCheckingOperator op.operator **then**

(**match** op.operand2 **with**

| **None** -> (**General**, **Wrd**) *(\*Apply to all: most general case\*)*

| **Some**(opr) -> (processExprReturnType opr)) **else** (**General**, **Wrd**) **in**

**if** (isWordOperator op.operator)

&& (**match** (snd op1type, snd op2type) **with**

| (**Wrd**, **Wrd**) -> false *(\*No problem\*)*

| (\_,\_) -> true)

**then** (**MismatchType**, **UndeterminedStruct**)

**else**

(**match** op.operator **with**

*(\* Arithmatic Operations \*)*

| **Plus** -> (

**match** (fst op1type, fst op2type) **with**

| (**Int**, **Int**) -> (**Int**, **Wrd**)

| (**Float**, **Float**) -> (**Float**, **Wrd**)

| (**String**, **String**) -> (**String**, **Wrd**)

| (**General**, t) -> (t, **Wrd**)

| (t, **General**) -> (t, **Wrd**)

| (\_,\_) -> (**MismatchType**, **Wrd**)

)

| **Minus** -> (

**match** (fst op1type, fst op2type) **with**

| (**Int**, **Int**) -> (**Int**, **Wrd**)

| (**Float**, **Float**) -> (**Float**, **Wrd**)

| (**General**, t) -> (t, **Wrd**)

| (t, **General**) -> (t, **Wrd**)

| (\_,\_) -> (**MismatchType**, **Wrd**)

)

| **Times** -> (

**match** (fst op1type, fst op2type) **with**

| (**Int**, **Int**) -> (**Int**, **Wrd**)

| (**Float**, **Float**) -> (**Float**, **Wrd**)

| (**General**, t) -> (t, **Wrd**)

| (t, **General**) -> (t, **Wrd**)

| (\_,\_) -> (**MismatchType**, **Wrd**)

)

| **Divide** -> (

**match** (fst op1type, fst op2type) **with**

| (**Int**, **Int**) -> (**Int**, **Wrd**)

| (**Float**, **Float**) -> (**Float**, **Wrd**)

| (**General**, t) -> (t, **Wrd**)

| (t, **General**) -> (t, **Wrd**)

| (\_,\_) -> (**MismatchType**, **Wrd**)

)

| **Percent** -> (

**match** (fst op1type, fst op2type) **with**

| (**Int**, **Int**) -> (**Int**, **Wrd**)

| (**Float**, **Float**) -> (**Float**, **Wrd**)

| (**General**, t) -> (t, **Wrd**)

| (t, **General**) -> (t, **Wrd**)

| (\_,\_) -> (**MismatchType**, **Wrd**)

)

| **UniMinus** -> (

**match** (fst op1type) **with**

| (**Int**) -> (**Int**, **Wrd**)

| (**Float**) -> (**Float**, **Wrd**)

| (**General**) -> (**General**, **Wrd**)

| (\_) -> (**MismatchType**, **Wrd**)

)

*(\* Logical Operations \*)*

| **Or** -> (

**match** (fst op1type, fst op2type) **with**

| (**Boolean**, **Boolean**) -> (**Boolean**, **Wrd**)

| (**General**, t) -> (t, **Wrd**)

| (t, **General**) -> (t, **Wrd**)

| (\_,\_) -> (**MismatchType**, **Wrd**)

)

| **And** -> (

**match** (fst op1type, fst op2type) **with**

| (**Boolean**, **Boolean**) -> (**Boolean**, **Wrd**)

| (**General**, t) -> (t, **Wrd**)

| (t, **General**) -> (t, **Wrd**)

| (\_,\_) -> (**MismatchType**, **Wrd**)

)

| **Not** -> (

**match** (fst op1type) **with**

| (**Boolean**) -> (**Boolean**, **Wrd**)

| (**General**) -> (**General**, **Wrd**)

| (\_) -> (**MismatchType**, **Wrd**)

)

*(\* Comparison Operations \*)*

| **Equal** -> (

**match** (fst op1type, fst op2type) **with**

| (**Int**, **Int**) -> (**Boolean**, **Wrd**)

| (**Float**, **Float**) -> (**Boolean**, **Wrd**)

| (**String**, **String**) -> (**Boolean**, **Wrd**)

| (**General**, t) -> (**Boolean**, **Wrd**)

| (t, **General**) -> (**Boolean**, **Wrd**)

| (\_,\_) -> (**MismatchType**, **Wrd**)

)

| **NotEqual** -> (

**match** (fst op1type, fst op2type) **with**

| (**Int**, **Int**) -> (**Boolean**, **Wrd**)

| (**Float**, **Float**) -> (**Boolean**, **Wrd**)

| (**String**, **String**) -> (**Boolean**, **Wrd**)

| (**General**, t) -> (**Boolean**, **Wrd**)

| (t, **General**) -> (**Boolean**, **Wrd**)

| (\_,\_) -> (**MismatchType**, **Wrd**)

)

| **Less** -> (

**match** (fst op1type, fst op2type) **with**

| (**Int**, **Int**) -> (**Boolean**, **Wrd**)

| (**Float**, **Float**) -> (**Boolean**, **Wrd**)

| (**String**, **String**) -> (**Boolean**, **Wrd**)

| (**General**, t) -> (**Boolean**, **Wrd**)

| (t, **General**) -> (**Boolean**, **Wrd**)

| (\_,\_) -> (**MismatchType**, **Wrd**)

)

| **LessOrEqual** -> (

**match** (fst op1type, fst op2type) **with**

| (**Int**, **Int**) -> (**Boolean**, **Wrd**)

| (**Float**, **Float**) -> (**Boolean**, **Wrd**)

| (**String**, **String**) -> (**Boolean**, **Wrd**)

| (**General**, t) -> (**Boolean**, **Wrd**)

| (t, **General**) -> (**Boolean**, **Wrd**)

| (\_,\_) -> (**MismatchType**, **Wrd**)

)

| **Greater** -> (

**match** (fst op1type, fst op2type) **with**

| (**Int**, **Int**) -> (**Boolean**, **Wrd**)

| (**Float**, **Float**) -> (**Boolean**, **Wrd**)

| (**String**, **String**) -> (**Boolean**, **Wrd**)

| (**General**, t) -> (**Boolean**, **Wrd**)

| (t, **General**) -> (**Boolean**, **Wrd**)

| (\_,\_) -> (**MismatchType**, **Wrd**)

)

| **GreaterOrEqual** -> (

**match** (fst op1type, fst op2type) **with**

| (**Int**, **Int**) -> (**Boolean**, **Wrd**)

| (**Float**, **Float**) -> (**Boolean**, **Wrd**)

| (**String**, **String**) -> (**Boolean**, **Wrd**)

| (**General**, t) -> (**Boolean**, **Wrd**)

| (t, **General**) -> (**Boolean**, **Wrd**)

| (\_,\_) -> (**MismatchType**, **Wrd**)

)

*(\* Misc Operations: Tilde | Eval | DontOpt | Let | DirectAccess | Assign | FuncCall | Define | Equal | NotEqual\*)*

| **Tilde** ->

**let** structType = (**match** (snd op1type, snd op2type) **with**

| (**Wrd**, **Wrd**) -> **Seq**

| (**Wrd**, x) -> x

| (**Seq**, \_) -> **Seq**

| (**Alt**, \_) -> **Alt**

| (**UndeterminedStruct**, \_) -> **UndeterminedStruct**

) **in**

**let** dataType = (**match** (fst op1type, fst op2type) **with**

| (**Int**, **Int**) -> **Int**

| (**Float**, **Float**) -> **Float**

| (**String**, **String**) -> **String**

| (**Boolean**, **Boolean**) -> **Boolean**

| (**General**, t) -> t

| (t, **General**) -> t

| (**UnresolvedType**, \_) -> **UnresolvedType**

| (\_, **UnresolvedType**) -> **UnresolvedType**

| (**MismatchType**, \_) -> **MismatchType**

| (\_, **MismatchType**) -> **MismatchType**

| (\_,\_) -> **Diverse**

) **in**

(**match** (dataType, structType) **with**

| (**Diverse**, **Alt**) -> (**MismatchType**, **Alt**)

| (\_, \_) -> (dataType, structType))

| **Eval** -> (

**match** (fst op1type, snd op1type) **with**

| (x, **Wrd**) -> (x, **Wrd**)

| (x, **Seq**) -> (x, **UndeterminedStruct**)

| (x, **Alt**) -> (x, **UndeterminedStruct**)

| (\_,\_) -> (**MismatchType**, **Wrd**)

)

| **DontOpt** -> op1type

| **Let** -> (**General**, **Wrd**)

| **DirectAccess** ->

**let** nameList = (**match** (gs op.operand2 **""**).exprCode **with** **NameListExpr**(nameListEx) -> nameListEx.nameList | \_ -> rf(**"BUG: SemanticAnalysis.processOpReturnType(): DirectAccesss: nameList!"**)) **in**

**let** lattice = (**match** op.operand1.exprCode **with** **LatticeExpr**(lat) -> lat | \_ -> rf(**"BUG: SemanticAnalysis.processOpReturnType(): DirectAccesss: lattice!"**)) **in**

processNameListReturnType(lattice, nameList)

| **FuncCall** ->

**let** funcNameList = (**match** op.operand1.exprCode **with** **NameListExpr**(nameListEx) -> nameListEx.nameList | \_ -> rf(**"BUG: SemanticAnalysis.processOpReturnType(): FuncCall: funcLattice!"**)) **in**

**let** (idSymOpt, idLatOpt) = **try** **LatticeCreation**.findNameListSymbolInLatticeFields(symEnv.currentLat, funcNameList)

**with** **Not\_found** -> addToErrorTable(**SemUndefinedIdentifier**(**PrintLattice**.processNameList {parent = **None**; hash = **StringMap**.empty} funcNameList), **None**); (**None**, **None**)

**in**

(**match** idLatOpt **with**

| **None** -> (**UnresolvedType**, **UndeterminedStruct**)

| **Some**(funcLattice) -> (

**let** expr = (gs op.operand2 **""**) **in**

**let** lattice = (**match** expr.exprCode **with** **LatticeExpr**(lat) -> lat | \_ -> createEmptyLattice [createLatticeFieldsFromLatticeType (**Expr**(expr))]) **in**

**if** funcLattice.paramNameList = **None** **then** (**MismatchType**, **UndeterminedStruct**)

**else** **if** funcLattice.paramTypeList = **None** **then** (

**if** calcParamTypeList(lattice, funcLattice) **then**

processLatticeReturnType(funcLattice)

**else**

(**MismatchType**, **UndeterminedStruct**)

)

**else**

**if** checkParameterTypes(funcLattice.paramTypeList, lattice) **then**

funcLattice.latDataStructType

**else**

(**MismatchType**, **UndeterminedStruct**)

))

| **Assign** ->

**let** nameList = (**match** op.operand1.exprCode **with** **NameListExpr**(n) -> n.nameList | \_ -> rf(**"BUG: SymanticAnalysis: Assign: NameList-2!"**)) **in**

**let** (idSymOpt, idLatOpt) = **try** **LatticeCreation**.findNameListSymbolInLatticeFields(symEnv.currentLat, nameList)

**with** **Not\_found** -> addToErrorTable(**SemUndefinedIdentifier**(**PrintLattice**.processNameList {parent = **None**; hash = **StringMap**.empty} nameList), **None**); (**None**, **None**)

**in**

**let** idSymbolType = (**match** idSymOpt **with**

| **None** -> (**UnresolvedType**, **UndeterminedStruct**)

| **Some**(idSymbol) -> idSymbol.symDataStructType) **in**

**let** rvalueType =

(**match** (fst idSymbolType, fst op2type) **with**

| (**General**, t) -> (t, snd op2type)

| (t, **General**) -> (t, snd op2type)

| (x, y) -> **if** x = y **then** (x, snd op2type) **else** (**MismatchType**, snd op2type)

) **in** rvalueType

| **Define** ->

**let** idSymbolOpt = **LatticeCreation**.findInSymbolTable((**LatticeCreation**.getSymbolTableFromSeqlat symEnv.currentLat),

(**match** op.operand1.exprCode **with** **NameListExpr**(n) ->

(**match** **List**.hd n.nameList **with** **Id**(x) -> x | \_ -> rf(**"BUG: SymanticAnalysis: Define: NameList-1!"**))

| \_ -> rf(**"BUG: SymanticAnalysis: Define: NameList-2!"**))) **in**

**let** rvalueType = processExprReturnType (gs op.operand2 **""**) **in**

**match** idSymbolOpt **with**

| **None** -> rf(**"BUG: SymanticAnalysis: Define: NameList-3!"**)

| **Some**(idSymbol) -> (idSymbol.symDataStructType <- rvalueType; rvalueType)

)

*(\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*)*

**and** processConstReturnType = **function** *(\*return the type so we can do type checking\*)*

| **StringLiteral**(\_) -> (**String**, **Wrd**)

| **IntLiteral**(\_) -> (**Int**, **Wrd**)

| **FloatLiteral**(\_) -> (**Float**, **Wrd**)

| **Epsilon** -> (**General**, **Wrd**)

| **Nil** -> (**General**, **Wrd**)

| **True** -> (**Boolean**, **Wrd**)

| **False** -> (**Boolean**, **Wrd**)

*(\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*)*

*(\* make sure that x.y.z is in the right symbol table scope\*)*

**and** processNameListReturnType(\_lattice, \_nameList) =

**let** (idSymOpt, idLatOpt) = **try** **LatticeCreation**.findNameListSymbolInLatticeFields(\_lattice, \_nameList)

**with** **Not\_found** -> addToErrorTable(**SemUndefinedIdentifier**(**PrintLattice**.processNameList {parent = **None**; hash = **StringMap**.empty} \_nameList), **None**); (**None**, **None**)

**in**

**let** idSymbolType = (**match** idSymOpt **with**

| **None** -> (**UnresolvedType**, **UndeterminedStruct**)

| **Some**(idSymbol) -> idSymbol.symDataStructType

) **in** idSymbolType

*(\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*)*

**and** checkParameterTypes(\_paramTypeList, \_paramValueLattice) =

**let** elements = getSeqlatElementsFromLatticeFields \_paramValueLattice **in**

**List**.fold\_left2 (**fun** a b c -> a && (b == c.latDataStructType)) true (gs \_paramTypeList **"BUG: checkParameterTypes!"**) elements

**and** calcParamTypeList(\_paramLattice, \_funcLattice) =

**let** elements = getSeqlatElementsFromLatticeFields \_paramLattice **in**

**if** (**List**.length elements) <> (**List**.length (gs \_funcLattice.paramNameList **"BUG: calcParamTypeList"**)) **then** false

**else** **let** paramTypeList = **List**.map (**fun** x -> x.latDataStructType) elements **in**

\_funcLattice.paramTypeList <- **Some**(paramTypeList); true